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Abstract—How to estimate the shortest routing length when
certain blocks are considered as routing obstacles is becoming an
essential problem for block placement because HPWL is no longer
valid in this case. Although this problem is well studied in compu-
tational geometry [6], the research results are neither well-known
to the CAD community nor presented in a way easy for CAD re-
searchers to ultilize their establishment. With the help of some
recent notions in block placement, this paper interprets the re-
search result in [1,8], which gives the best algorithm for this prob-
lem as we know, in a way more concise and more friendly to CAD
researchers. Besides, we also tailor its algorithm to VLSI CAD
application. As the result, we present a method that estimates the
shortest obstacle-avoiding routing length in time for
a placement with blocks and 2-pin nets.

I. INTRODUCTION

In an SA-based block placer, the total wire length of a place-

ment has to be estimated millions of times. The HPWL (half

perimeter wire length) model is a standard estimation model

for such placers because of its fast speed. This model is fairly

accurate when the blocks in the placement are regarded “trans-

parent” to interconnections, i.e., they allow wires to go over

them. However, as [4] points out, with the increasing use of

IP blocks, more and more blocks in modern design are be-

coming “opaque” to interconnections (e.g., memory modules

and noise-sensitive mixed-signal/analog/RF blocks do not al-

low exotic wires over them). Such blocks are regarded as ob-

stacles for the routing and need to be considered in wire length

estimation. Still using the HPWL model will greatly under-

estimate the wire length of actual routing (see Fig. 1) and may

subsequently lead to serious problems such as timing violation,

unroutable nets, etc., in later design stages.

In [4], the statistical distribution of wire length in the pres-

ence of obstacles is discussed. In our work, we provide a theo-

retical study on the exact wire length estimation, i.e., the short-

est path length estimation for 2-pin nets in a placement con-

figuration with the blocks as obstacles. Actually, this is al-

ready a well formulated problem in computational geometry

where its full name is “rectilinear shortest path query with axis-

aligned rectangular obstacles” and there exist many works on

it. Mitchell [6] gives a survey on those works. However, those

works are not well-known to the CAD community. The pre-

sentation in those works is also very computational-geometry-
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Fig. 1. The HPWL may underestimate the minimal wire length (MWL) of an
actual routing.

oriented and thus needs some interpretation to be applicable to

VLSI design automation.

In this paper, we present the theoretical results in [1, 8] in a

way more compatible to the SA-based block placement frame-

work. Our contribution lies in the following aspects:

By introducing some recent notions from block placement

research, (e.g., ABLR relation [10]) into the discussion, we

greatly simplify the theory as well as the algorithm.

The discussion in our paper is CAD-oriented and is there-

fore much more friendly to CAD researchers than the discus-

sion in [1, 8].

We tailor the theory in [1] so that it is applicable to VLSI

design. In [1], only two extreme cases are discussed: the pins

are located on the four corner vertices of the blocks and the

pins can be located anywhere on the routing space. The later

case leads to an increase in time complexity. We extend the dis-

cussion to the case when pins are located along the peripheries

of the blocks, which is more realistic for VLSI CAD applica-

tion, without increasing the time complexity. As the result, we

present a method that estimates the shortest obstacle-avoiding

routing length in time for a placement with

blocks and 2-pin nets.

In the rest of this paper, we will restate the ideas in [1, 8] in

a unique way, although some lemmas and theorems may find

their origins in [1,8]. We will first present the problem formula-

tion and some assumptions in Section II. Then we will present

a graph based approach which runs in linear time in Section III.

A further improvement to constant time will be shown in Sec-

tion IV. Finally, we will conclude the paper in Section V.
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II. PROBLEM SETUP

Before we start our discussion, we enforce several assump-

tions on the problem we will discuss:

Assumption 1. 1. The placement, i.e., the locations of the
blocks, is known. 2. The blocks are non-overlapping rectan-

gles. 3. The pins are located at the peripheries of the blocks.

4. The routing adopts the Manhattan geometry. 5. All the

blocks are obstacles for routing. 6. The ABLR relations [10]

of the blocks are already known.

The first four assumptions are quite reasonable and practical

for VLSI design. The fifth is for the simplicity of discussion. It

will be shown later that the algorithm can be easily extended to

handle the problem in which only selected blocks are obstacles.

The sixth assumption is special for our discussion, part of our

theory is based on it. It is also a reason why our discussion is

much more concise than that in [1] and [8]. The ABLR relation

is universal for relation-based representations, e.g., Sequence-

Pair [7]. It indicates whether a block is located above or
below or left-to or right-to another block . If we say is

above , then we mean that ’s lower boundary is above ’s

upper boundary. The ABLR relation has the following proper-

ties: 1. Uniqueness rule, i.e., one and only one relation applies
for a pair of blocks. 2. Reversed-symmetry rule, e.g., if is

above , then is below . 3. Transitive law, e.g., if is

above , is above , then is above .

If other representations, e.g., B*-tree [3], are used, we can

translate the placement into a sequence-pair in

time [5] and then obtain the ABLR relation.

Under these assumptions, we formulate the wire length esti-

mation problem for a 2-pin net:

Definition 1. The wire length estimation with opaque blocks is
to estimate the length of the shortest routing of a 2-pin net

that avoids all the blocks. This length is called theminimal wire
length (MWL) of this net and a routing with this length is called
anMWL routing.

Here we use to denote a 2-pin net with as the source

pin and as the target pin. In the rest of this paper, the term

“the/a net” refers to the net and “ ”/“ ” refers to the pins

of this net. In some later situations, we will also use the sym-

bol to denote a routing or path between vertices and

without introducing any confusion.

Without loss of generality, we assume the net satisfies:

Assumption 2. is on block and is on block , .

is left-to . ( is located lower than ).

Fig. 1 gives an example of such a net. This paper discusses

only the situation that satisfies Assumption 2. Other situations

such as is above or can be discussed by verti-

cally/horizontally flipping the placement or rotating the place-

ment by .

III. LINEAR TIME MWL ESTIMATION

In this section, we will first give some theoretical results

and then present the estimation algorithm whose correctness

is guaranteed by the theory.

A. The Theory

Definition 2. Suppose an ant starts traveling from a point
and goes right. When it hits a block, it goes up until it reaches

the top-left corner of that block and then it goes right again.

The ant repeats such moves until it goes beyond the outline of

this placement. The trace of this ant is defined as the Right-Up
(RU) locus of . The Right-Down (RD), Left-Up (LU), Left-
Down (LD), Up-Left (UL), Up-Right (UR), Down-Left (DL)
and Down-Right (DR) locus of are defined similarly.

Fig. 2. The definition and the proof of the theorem about locus.

Notice that different orders of the initials denote different

loci. For example, the RU locus and the UR locus have differ-

ent traces as in Fig. 2(a).

Definition 3. A routing is called -monotonic if it intersects
with any vertical line at most once (the intersection can be a

vertical segment or a point). -monotonic is defined similarly.

See Fig. 1 for an example, the solid routing (marked with

“MWL”) is -monotonic but not -monotonic. It is natural that:

Lemma 1. The length of a routing is the same as the HPWL of
the net (we call this routing HPWL routing) this routing is
both -monotonic and -monotonic.

With this, the following theorem holds:

Theorem 1. The MWL of a net is its HPWL the RU locus of
goes below or through .

Proof. If the locus goes through , the theorem naturally holds.
Here we discuss the case when it goes below :

: We draw the DL locus of . It must intersect with the

RU locus of . (Otherwise, must be below because of the

transitive law of the ABLR relation as in Fig. 2(c). This violates

Assumption 2.) By merging the two loci at the intersection, we

find an HPWL routing (the dashed line in Fig. 2(d)).

: If the RU locus goes above as shown in Fig. 2(b), it

divides the area to the right of into two parts. Since the HPWL
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routing must be both and monotonic, it must be in the upper

part (the shaded area in Fig. 2(b)) and therefore cannot reach .

Thus, the RU locus must be below .

This theorem shows how to obtain the MWL when the RU

locus of goes below or through . In the rest of this section,
we will discuss about the other case, i.e., the case when the

following assumption is true:

Assumption 3. The RU locus of goes above .

Definition 4. The AB-region of a net is the region enclosed
by the RD and RU locus of and the LD and LU locus of .

The boundary of this region forms two paths from to , the

upper one is called Path-A(bove) and the lower one is called
Path-B(elow).

Fig. 3 gives an illustration of the definition. Notice that Path-

A and Path-B are also included in the AB-region.

Fig. 3. The AB-region of a net.

Lemma 2. There exists an MWL routing completely inside the
AB-region.

Proof. If the MWL routing is not within the AB region, there
are two cases:

Fig. 4. There exists an MWL routing inside the AB-region.

It is completely outside the AB region (see the upper

dashed curve in Fig. 4). Then, it goes either above Path-A or

below Path-B. In either case, its length cannot be shorter than

that of Path-A or Path-B.

Only part of it is outside the AB-region (see the thick curve

from to in Fig. 4). Then we can replace the exceeding part

by the routing from to along Path-A or Path-B and obtain

a routing completely inside the AB-region. The new routing

should not be longer than the MWL routing.

Now our task is to find out this MWL routing inside the AB-

region. In the following discussion, we show that it can be

obtained by finding the shortest path on a DAG.

Definition 5. For each block in the placement, put a vertex
at the center of its upper (lower) boundary and call it the up-
per (lower) vertex of this block. From a point in the place-
ment, draw a horizontal line to its right. The first block this

line hits, if any, is called the Right Adjacent Block (RAB) of
(see Fig. 5(b)). If is on the left boundary of a block, then

its RAB is the block itself. From to the two vertices on its

RAB, define two directed edges. The one to the upper vertex is

called the Right-Up (RU) edge of and the other one is called
the Right-Down (RD) edge of (see Fig. 5(a)). The directions
of these edges are from left to right (rightward). The length
of each edge is the Manhattan distance between its two ends.

Similarly, the Left Adjacent Block (LAB) and the Left-Up (LU)
and Left-Down (LD) edges of a point (see the dashed edges of
in Fig. 5(a)) are defined. However, here we let the directions of

the LU and LD edges still be rightward. If the LU/LD edge is
identical with a RU/UD edge, the LU/LD edge is not defined.

That is, we do not allow multiple edges between two vertices.

Comparing Fig. 5(a) with (b), one can see that:

Remark 1. Each edge corresponds to one actual HPWL rout-
ing. A path of such edges also corresponds to a continuous

routing (but not necessarily with HPWL).

In the rest of this paper, the term “path” refers to the path

composed of such edges and the term “routing” refers to an

actual routing.

Due to this correspondence between the edge/path in the

graph and the actual routing, we define the intersection of

edges/paths as follows:

Definition 6. Two edges/paths are said to intersect with each
other if and only if their corresponding routings intersect with

each other.

We classify the edges into two categories:

Definition 7. An edge is called up-going if the -coordinate in-
creases along its direction. Otherwise, it is called down-going.

We know that RU and LD edges are up-going and RD and

LU edges are down-going. Following fact can be easily exam-

ined:

Lemma 3. An up-going edge cannot intersect with another up-
going edge.

Since a locus corresponds to a path of edges of the same

type (e.g., a RU locus corresponds to a path of RU edges), this

Lemma also applies for up-going (RU or LD) loci. We call the

corresponding path of the RU/RD/LU/LD locus of a vertex

the RU/RD/LU/LD path of .

We now define a graph based on these edges (Fig. 5(c)):
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Fig. 5. Routings, their corresponding edges and the Horizontal Visibility Graph (HVG).

Definition 8. The Horizontal Visibility Graph (HVG)1 of net
is , the upper and lower vertices of

all the blocks in the AB-region , all the RU and

RD edges between the vertices in the RU and RD edge

of the edges belonging to the LU and LD path of .

The following lemma ensures that the MWL routing is em-

bedded in this graph:

Lemma 4. There exists a path from to on that
corresponds to an MWL routing.

Proof. Take arbitrary MWL routing . Suppose it deviates
from at vertex which we call the branching vertex (see
Fig. 6, the gray routing differs from at vertex ). There

are two cases:

Fig. 6. An MWL routing is embedded in the HVG.

is on the LU or LD path of (along the dotted edges in

Fig. 6). Notice that the LU/LD path itself is an HPWL path,

the path LU/LD path of is on and

corresponds to an MWL routing.

is not on the LU/LD path of (see in Fig. 6). Then

it must have RU and RD edges. By Lemma 2, there exists

an MWL routing inside the AB-region of . We focus

on the part of the AB-region between and ’s RAB (see the

part inside the circle in Fig. 6). Notice that this part of the

AB-region (the shaded region) has an area of zero, the MWL

routing inside it must take either the RU or the RD edge of .

Then we find an MWL routing that follows at . In other

words, is no longer a branching vertex. By repeating this,

we could eliminate all the branching vertices and find a path on

with MWL.

1The concept of “visibility graph” is widely used in computational geome-

try [6]. However, the graph we define here is only a subgraph of that in [6].

The path must be the shortest path in . (Otherwise,

the routing corresponding to the shortest path is shorter than

the MWL routing.) Therefore, we have the following theorem:

Theorem 2. The length of the shortest path from to in
is MWL.

Also notice that any path on the HVG corresponds to an -

monotonic routing because the directions of all the edges are

rightward and each edge corresponds to an -monotonic rout-

ing. Thus, the MWL routing is -monotonic. Furthermore, by

Lemma 1, Theorem 1 together with a discussion similar to the

proof of Lemma 4, we can prove that:

Corollary 1. Any MWL routing (no matter the RU locus of
goes above or below ) is -monotonic.

Obviously, is a DAG and the number of its edges

. Therefore, the shortest path on it can be found

in time.

However, the time to build the graph overwhelms the estima-

tion time. To solve the problem, we build one common HVG

for all the nets (see Fig. 5(d)) instead of separate HVGs for

different nets:

Definition 9. The Horizontal Visibility Graph (HVG) of a
placement is , the upper and lower

vertices of all the blocks in , all the RU/RD/LU/LD

edges of the vertices in .

Building can be a preprocess before the estimation.

When estimating a net, we add the RU/RD edges of and

LU/LD edges of to and it becomes a super-graph of

. Therefore, the shortest path in it must also be the short-

est path of .

B. The Algorithm

Now with all the theoretical discussion, we can build an al-

gorithm (see Algo. 1) that calculates the MWL of . In the

algorithm, tracing down the RU locus from (line 4) can be

done in time by tracing along the RU path of on the

HVG. Finding the RAB or LAB (line 8) takes at most

time (by checking the blocks one by one). Finding the shortest

path (line 10) takes time because the HVG is a DAG.
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Algo. 1 Estimate the MWL
1: Build the HVG of the placement

2:

3: for each net do
4: Trace down the RU locus of

5: if the locus goes below then
6:

7: else
8: Find RAB of and LAB of

9: Add RU/RD edges of and LU/LD edges of to

10: Find shortest path from to on

11:

12: Remove RU/RD edges of and LU/LD edges of from

13: end if
14: end for

Building the HVG of the placement (line 1) is done as a pre-

process before wire length estimation. We use a plane sweep

method (Algo. 2) to do this.

Algo. 2 Build the HVG
1: Sort the blocks according to their coordinates.

2:

3: for the ’th leftmost block do
4: // ’s upper and lower vertices

5: while can find vertex in such that

do
6:

7:

8: end while
9: end for

Since the operations (finding, adding and deleting vertices)

on the set takes time if is im-

plemented by a height-balanced tree, the time complexity of

Algo. 2 is . Therefore, the total time complexity

of Algo. 1 is . Notice that although the

-coordinate is used to order the blocks in Algo. 2, or

in Sequence-Pair [7] can also be used for the ordering because

they follow the topological order in .

IV. CONSTANT TIME ESTIMATION USING LUT

It can be seen that if multiple nets share the same RAB

and LAB, repeating the shortest path computation is a waste

of time (e.g., in Fig. 7, net and net share the

same shortest path from block to block ). An idea is

Fig. 7. The estimation could be constant time if the shortest paths (curved
edges) between blocks are pre-calculated.

to pre-calculate all vertex-to-vertex distances in and store

them in a lookup table (LUT) before we estimate the nets.

The RU/RD/LU/LD edges of and of all the nets are also

pre-calculated and stored into a LUT. When estimating a net

(say, ), we just select the shortest path among the four

choices ( , ,

and ). Since all

the distances and the edges are pre-calculated, this takes only

constant time.

To prove the correctness of the above idea, following points

must be clarified (notice that in this section, Assumption 3 does

not necessarily hold):

1. What to do if there exist no path between two vertices in

the HVG (see the dashed edge in Fig. 7).

2. How to check whether the RU locus is above or below

within constant time.

3. How to obtain the RAB/LAB in the preprocess.

For the first point, we need the following lemma:

Lemma 5. For two vertices and on , if there is no path
between them, then .

Proof. If MWL HPWL, then the RU locus of goes above

(Theorem 1). There must exist an MWL path in the HVG

(Lemma 4) which violates the assumption.

Lemma 6. For two vertices and in , suppose is above
the RU locus of . If there exists a shortest path between the
two vertices, then its length must be HPWL.

Proof. Suppose the shortest path is longer than the HPWL.

Then it can’t be -monotonic and thus has at least one down-

going edge (by Lemma 1 and Corollary 1). Suppose the source

and target of that edge are and . We draw the RU locus of

. There are essentially two cases:

Fig. 8. The proof of Lemma 6.

This locus goes below (Fig. 8(a)). Then the path

must intersect with the RU locus at a certain vertex
(the intersection cannot happen between the edges because of

Lemma 3). Then there is a path RU locus of

on whose length is shorter than .

This locus is above (Fig. 8(b)). Then similarly we can

find a path LD locus of on whose length

is shorter than .

With Lemma 5, Lemma 6 and Theorem 2, we can see that

checking whether the locus goes above or below is not neces-

sary and the second point is clarified:

Theorem 3. The MWL of any two vertices on can be ob-
tained by finding the shortest path on the graph. If the shortest
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path exists, then the MWL is its length. Otherwise, the MWL is
the HPWL.

Finally, we deal with the last point – finding the RAB/LAB

of each pin. Here we only describe how to find the RAB. Find-

ing the LAB is similar.

If the pin is on the left boundary of a block, then its RAB is

the block itself. Otherwise, we obtain its RAB by a two step

process: first we build the horizontal stripping that provides

channels to link the pins on its left boundary to the block on its

right boundary, then we link the pins to their RABs.

The Horizontal Stripping (see Fig. 9) is defined as theMaxi-
mal Horizontal Strips in the corner stitching structure (Chapter
4.4.5 in [9]). The construction of the horizontal stripping is

Fig. 9. Use horizontal stripping to find the RAB of each pin.

similar to the construction of (see Algo. 2) and it takes

time.

After the strips are constructed, we link all the pins to their

RABs by scanning the pins and strips once. With the pins on

each block sorted by their -coordinates, this process can be

done in time (the number of strips is ). Sort-

ing all the pins takes time. But since we

need to do it only once before the SA process, this pin-sorting

process is excluded from the estimation for one placement con-

figuration.

With all the theorems and descriptions above, we now

present the LUT based MWL estimation algorithm (see

Algo. 3). In the algorithm, line 1 takes

Algo. 3MWL calculation using LUT
1: Get the RAB/LAB of all the pins

2: Build the HVG of the placement

3: for each vertex-pair do
4: Find shortest path between and

5: if there is no shortest path then
6: HPWL

7: else
8: shortest path length

9: end if
10: end for
11: for each net do
12: Select the shortest path among the four choices

13: end for

time, line 2 takes time. The for loop from line
3 to line 10 takes time. The loop from line 11 to line

13 takes time. The total time complexity of Algo. 3 is

therefore .

The space complexity of the lookup tables is be-

cause the lookup table of vertex-to-vertex distances consumes

space and the lookup table for RAB/LAB of each pin

consumes space.

V. CONCLUSIONS AND FUTURE WORKS

In this paper, we revisit the theoretical result in [1, 8] and

interpret it in a CAD-friendly presentation. We also make

an extension on it so that it is more realistic to VLSI design.

As the result, what presented is an algorithm that estimtes the

obstacle-avoiding minimum wire length in time

for a placement with blocks and 2-pin nets. Consider-

ing that in many practical cases, the implication is

significant: the obstacle-avoiding minimum wire length can be

estimated in constant time per net, just the same as the HPWL

model.

In the paper, we only discuss over the case in which all the

blocks are obstacles. It is easy to extend our method to han-

dle the case in which only some of the blocks are opaque, by

building the HVG based on those opaque blocks only.

Future works include: 1. Integrating routing congestion into

the graph model. 2. Extending this method to handle multi-pin

nets. 3. Experimental study of this method. 4. Applying this

method to build a fast global router.
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