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Abstract

The UPaK system is designed to be a kernel of an automatic hardware synthesis as well as code and configuration generation for architectures including ASIP processors and reconfigurable systems.

1. Introduction

The developed prototype of UPaK system is designed to be a kernel of an automatic hardware synthesis as well as code and configuration generator for several architecture models. These models include processors with extended data-paths corresponding to extended instruction sets, processors with coarse grain reconfigurable systems tightly connected to data-paths, heterogeneous run-time coarse grain reconfigurable systems, and existing coarse grain reconfigurable systems.

UPaK is implemented using advanced software technologies that include graph matching and flexible scheduling techniques recently developed by the authors [4, 5]. It is written in the Java language and therefore is a multi-platform tool.

2. UPaK system

The system provides a systematic method for identification of frequent computational patterns or other patterns of interest. This method is based on graph isomorphism constraint and constraints programming; that makes it very flexible and provides the basis to integrate in one formal environment the graph isomorphism constraints, other design constraints, and the heuristic search for patterns. It takes into account the graph structure and frequency of occurrence of patterns in the application graphs, it also includes finding maximal coverage of the application graph with the patterns of interest.

The input to the UPaK system (figure 1) is the abstract Hierarchical Conditional Dependency Graph (HCDG), the architecture model, the technological parameters and the synthesis constraints. The HCDG defines behavior of the application and is generated from the Polychrony environment [2]. It was successfully used in high level synthesis and reconfigurable system synthesis before [3]. The synthesis constraints can include such parameters as execution time, area, and power consumption (currently implemented version supports only time constraints).

Figure 1. UPaK design flow.

The system visualizes the automatically generated patterns, the input HCDG graph covered by the selected patterns, and the abstract application execution scenario on the selected architecture model (figures 2, 3 and 4).

The UPaK hierarchical pattern-based design methodology has a number of features that make it superior in the context of HW/SW compilation for heterogeneous (reconfigurable) systems and create an opportunity to develop competitive commercial synthesis tools. These features are
following:
- computation patterns represent instructions in software, while in hardware they define components; this makes the basis for a unified representation for hardware/software compilation,
- computation patterns represent different configurations that can be mapped onto the same reconfigurable architecture,
- computation patterns are sub-graphs in HCDG and graph matching can be used for their identification as well as for mapping the HCDG graph onto hardware and/or software implementation,
- patterns in our approach form a hierarchy that helps to handle complexity of designs.

The UpaK system implements radically new approach to generation of computation patterns that is based on subgraph isomorphism constraints and constraint programming. The method can be used for identification of application specific instructions as well as hardware components. The main feature of our method is that it can identify both the most frequently occurring patterns as well as patterns of the largest size.
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