ABSTRACT
The main purpose of this paper is to present how the Unified Modeling Language (UML) can be used for modeling industrial embedded systems. By using a car radios production line as a running example, the paper demonstrates the modeling process that can be followed during the analysis phase of complex control applications. In order to guarantee the continuity mapping of the models, the authors propose some guidelines to transform the use case diagrams into a single object diagram, which is one of the main diagrams for the next development phases.

1. INTRODUCTION
Blaupunkt Auto-Rádios Portugal (Bosch Group) is a company that produces radios for the automobile industry. Since its managers are continuously searching for ways to improve its production process, a project was established to pursue the following goals:

phase 1: Modeling the control system needed by the material flow on the production lines.

phase 2: Modeling the actual implementation of the control system.

phase 3: Diagnosing the mismatches between the needed system and the actual implementation, and optimizing the later based on the mismatches found.

phase 4: Prototyping the optimized system, using hardware-software co-design techniques and reconfigurable devices, namely Xilinx XC4000 family [1].

The previous experiences of the authors [2; 3; 4; 5] have shown that models based on Petri Nets were sufficient to specify the systems’ control view. However, for modeling other aspects of the systems (data and function), it is important to consider genuine multiple-view models. The solution was to consider UML as a unified representation for embedded systems, since it is a standard notation that covers the most relevant aspects of a system. UML was the notation used to specify both the needed system (phase 1) and the actual implementation (phase 2). With this approach, finding the mismatches between these two systems is easier, since both are specified with the same language. Additionally, the development of the needed system can be followed, since automatic code generation tools (for C and VHDL) are available. The process model used within the project has the following characteristics: operational approach, refinement and transformation of the specifications, spiral model, reverse engineering, and automatic code generation for prototyping. This paper focus mainly on the steps followed during the 1st phase and shows the results achieved by the operational approach within the analysis phase of industrial systems.

2. THE PRODUCTION LINES
The production lines (designated Hidro lines) are used to manufacture car radios. Each car radio is placed on top of a kit, whose track along the lines are automatically controlled. The transport system is composed of several rolling carpets that conduct the radios to the processing sites. The radios are processed in pipeline by the Hidro lines. The processing sites are geographically distributed in a sequential way, along the Hidro lines. Each Hidro line is composed of 5 transport tracks: 3 on the upper level (L_A, L_B, L_C) and 2 on the lower level (L_D, L_E). The upper level tracks transport kits from left to right and the lower level tracks transport kits from right to left. The track L_B is used mainly to transport radios between non-sequential sites. The upper tracks L_A and L_C are preferably utilized for sending the radios to the buffers of the sites (FIFOs that start at the sites). The lower tracks L_D and L_E are used for: (1) routing malfunctioning radios to the repairing sites; (2) feedbacking the sites that did not accept radios because their buffers were full; and (3) transporting empty kits to the begin of the line. There is also a robot that receives radios from the previous production sub-processes (component insertion) and puts them on track L_B. The transfers allow the change of kits between two neighbor tracks at the same level or between a track and an elevator. The 5 elevators establish the linkage between the upper and the lower tracks.

3. THE DESIGN FLOW
UML is a general purpose modeling language for specifying and visualizing the artifacts of software systems, as well as...
for business modeling and other non-software systems [6]. UML is a standard language for defining and designing software systems, and is being progressively accepted as a language in industrial environments. UML is meant to be used universally for the modeling of systems, including automatic control applications with both hardware and software components, so it seems a good choice for embedded systems. For modeling the needed system, the team followed the design flow depicted in fig. 1. It is presented in a sequential way (similar to the waterfall model), but, in practice, it is more iterative and incremental.

### 4. CONTEXT AND USE CASE DIAGRAMS

The context diagram of the system is the first one to be built and it shows which actors interact with the system (fig. 2). This diagram defines the boundaries of the system. The actors are anything that interacts with the system, but do not belong themselves to it. The behavior of the actors need not to be specified to complete the system, but they must be considered to correctly build the system.

The next task was to define the use case diagram, which is a powerful technique for capturing the user’s requirements. It is an easy-to-read diagram that divides the system in its functional points. A use case can be understood as a service or functionality that the system offers to its users.

![Figure 2: The context diagram.](image)

The authors propose an extension to UML by adding a new tagged value to use cases, that was designated reference. Each use case can have a reference that follows a numbering scheme similar to the traditional DFD scheme. Each use case at the top-level is assigned a reference (e.g. 9), and if this use case is eventually refined, each one of its sub-use cases has a reference that uses the super-use case as a prefix (e.g. 9.2). This numbering scheme can be repeated to any depth, helps to relate all use case diagrams and is used during the transition from use cases to objects to ease the mapping between both models.

Fig. 3 shows the top-level use case diagram, showing which actors perform which functionalities. Since use cases can be further decomposed, the most important use cases (in this case, 9 and 10) were refined in other use case diagrams. This allows more detail to be added to the initial diagram and the project to follow a risk-driven process, where the most important functionalities of the system are first tackled. After identifying all the system’s use cases, the next step is to describe their behavior. There are some forms for doing it (informal text, numbered steps with pre- and post-conditions, pseudo-code and activity diagrams [8]) and, as an example, the descriptions for use cases 9 and 10 are next presented following the first proposal.

![Figure 1: The design flow for the project.](image)
9. conduct car radio: Move radios along the tracks in order to make them available for processing at the sites.
10. operate car radio: Perform a set of predefined operations to produce radios.

The approach that the authors followed to transform use cases into objects consists of a 4-step rule set:

step 1: Transform each use case in three objects (one interface, one data, and one control). Each object receives the reference of its respective use case appended with a suffix \((i, d, c)\) that indicates the object’s category.

step 2: Based on the textual description for each use case it must be decided which of the three objects must be maintained to fully represent, in computational terms, the use case, taking into account the whole system and not considering each use case per se, as in a reductionistic approach.

step 3: The survival objects must be aggregated whenever there is mutual accordance for a unified representation of those objects.

step 4: The obtained aggregates must be linked to specify the associations among the existing objects.

This approach aims to obtain a holistic set of objects (resources of the system), so that the inter-relations amongst the objectified use cases can be successfully simplified in order to obtain a reduced number of relevant and pertinent system-level objects.

For control-dominated systems, this strategy makes natural the need to have a controller, which is an object of the application that is responsible for controlling the system process and the flow of information among the system components. The object diagram presented in Fig. 4 is the result of applying the 4-step rule set to the use case diagram depicted in Fig. 3. As a user-readability pursuit, it is always a good practice to encapsulate as much as possible the system’s representations using packaging. Fig. 4 illustrates the usage of several packages that define, each one, decomposition regions which contain several tightly semantically-connected objects. These packages should be further specified, in what concerns its architectural structure. Objects 9.3.c and 10b.1.c are the system’s controller.

Use cases specify the functionality of the system, whilst the object diagram is related to the structure of the system, which is used as the foundation for the design and implementation phases. The object diagram represents an ideal architecture for the system, because its construction was completely independent of any implementation issue (platform, programming language, processor, etc.).

5. OBJECT DIAGRAMS

Object diagrams are used to show the components that constitute the system. Transforming the use cases that divide the system in a functional way into objects is a critical task, since usually there is no direct one-to-one mapping from use cases to objects. Several use cases can give rise to one object and one use case can originate a couple of objects.

Douglass presents 11 useful strategies to find/identify the objects of a system [9], but they can not be directly applied to this purpose, because none of them is based on the use cases that were previously identified. A strategy, composed of some guidelines, is needed to guide the developers on how to transform use cases into objects. There are some approaches for that transformation, but the majority of them is based on personal feelings and some kind of magic. The authors present a new systematic strategy for finding the objects of a system from its use cases, based on the OOSE’s object types (interface, data and control) [10]. The transition from the use cases to the objects is a critical project step, since the system’s architecture is starting to possess a shape. It is a creative task and some guidelines are given below to help the developers during this task. This transition consists in distributing the behavior specified by the use cases to the objects.

The main point is how to identify the objects that constitute the system. The first solution would be to consider each use case as an object [10], but this does not ease the localization of the modifications that must inevitably be executed during the system’s life cycle (either during development or usage). Another alternative, also not considered in this work, is to use data objects to just store information and to totally put the dynamic behavior in control objects. It is better to avoid this solution, since it would be built a structure similar to those that result from applying any structured method, where the separation between data and functions is quite evident. To avoid the well-known problems associated with the structured approach, it is recommended to associate behavior to data objects.

The authors followed to transform use cases into objects consists of a 4-step rule set:

step 1: Transform each use case in three objects (one interface, one data, and one control). Each object receives the reference of its respective use case appended with a suffix \((i, d, c)\) that indicates the object’s category.

step 2: Based on the textual description for each use case it must be decided which of the three objects must be maintained to fully represent, in computational terms, the use case, taking into account the whole system and not considering each use case per se, as in a reductionistic approach.

step 3: The survival objects must be aggregated whenever there is mutual accordance for a unified representation of those objects.

step 4: The obtained aggregates must be linked to specify the associations among the existing objects.

This approach aims to obtain a holistic set of objects (resources of the system), so that the inter-relations amongst the objectified use cases can be successfully simplified in order to obtain a reduced number of relevant and pertinent system-level objects.

For control-dominated systems, this strategy makes natural the need to have a controller, which is an object of the application that is responsible for controlling the system process and the flow of information among the system components. The object diagram presented in Fig. 4 is the result of applying the 4-step rule set to the use case diagram depicted in Fig. 3. As a user-readability pursuit, it is always a good practice to encapsulate as much as possible the system’s representations using packaging. Fig. 4 illustrates the usage of several packages that define, each one, decomposition regions which contain several tightly semantically-connected objects. These packages should be further specified, in what concerns its architectural structure. Objects 9.3.c and 10b.1.c are the system’s controller.

Use cases specify the functionality of the system, whilst the object diagram is related to the structure of the system, which is used as the foundation for the design and implementation phases. The object diagram represents an ideal architecture for the system, because its construction was completely independent of any implementation issue (platform, programming language, processor, etc.).

6. CLASS DIAGRAMS

The majority of the methodologies do not pay too much attention to the object diagram. Usually, the class diagram is built firstly, but in this project the order was reversed. To develop embedded control systems, the authors believe that it is more important to have a good object model than a good class diagram, because the elements that do constitute the system are the objects and not their classes. This was the main reason to first identify the objects and to later select the classes to which those objects belong. Obviously, the best situation is having good object diagrams and good class diagrams. The authors are not advocating to roughly treat the class diagram or even to ignore it, but to direct the attention towards the construction of the object diagram.

This perspective that puts classes in an apparently secondary role may be classified by some specialists as object-based rather than object-oriented. However, the approach that firstly defines the objects and later the classes is somehow consistent with the bottom-up discovery of inheritance...
Thus, it seems valid the approach proposed here: identify first the objects and then classify them. During the classification of objects the class structure is built, modified, or ideally just used. Reuse can be achieved in different ways, during the classes discovery. First, if there are more than one object of the same class, their definition is specified in just one place. Second, if classes with similar properties are found, hierarchical relations among those classes can be defined. Finally, when a class is described, the developer can recognize the existence of that class in a library, which allows it to be immediately reused.

The class diagram is understood as a template for a set of applications that can be obtained from it. In other words, the class diagram is a high-level generalization of the system. When the developers define the way classes are interrelated, they are indicating all the systems (or all the configurations) that can be obtained from those classes.

With this perspective, it is common, in several methodologies, to not build the object diagram, since it automatically results from the class diagram. Whenever an object diagram is constructed, it is necessary to guarantee that the relations expressed in the class diagram between two classes also exist between instances of those classes. This is the main reason that methodologies usually impose (or suggest) class diagrams to be first elaborated than object diagrams.

This implies an additional task in which it must be assured that there is consistency between the information that is described by both diagrams. This fact can be interpreted as a symptom that some information is being unnecessarily replicated. For instance, the existence of the «singleton» stereotype in UML, which indicates that a given class can only have one instance, corroborates the perspective that sees the class diagram as a pattern for the systems, within a given application domain.

This approach seems adequate to develop business information systems or, more generally, any data-dominated system, where the objects are created and destroyed during the system life cycle. For example, in a system for bank accounts management, it is common that each account is always associated with, at least, one customer. This fact is indicated in the class diagram by associating the account class with the customer class. When an account object is created, it must be linked to, at least, one customer object. This approach is useful for business information systems, but does not offer many benefits for developing embedded systems, since normally the objects that constitute the system are not created and destroyed on the fly. An embedded system is generally composed of a set of fixed objects that are linked in some way. Thus, it is not crucial to indicate, for example, that objects of the controller class need to be linked with objects of the sensor class. If this information is relevant in some applications, it may be inadequate or even wrong in others. The authors see the class diagram as a repository of previously defined objects’ specifications (“a raw material store”), that can be used to develop any application.

7. STATE-CHART DIAGRAMS

For those objects that have a complex or interesting dynamic behavior, a state diagram should be specified. For control embedded systems the application of Petri nets to the specification of the behavioral view has given origin to several meta-models intentionally developed to deal with the semantical particularities of that kind of systems. However, since UML was chosen as the notation for all the documentation of the project, UML’s state-charts were used to describe state diagrams. The crucial components of the control application are objects 9.3.e and 10b.1.c, and state-charts were produced for these objects to specify their dynamic behaviors. Object 9.3.e is responsible for controlling the movements of the radios along a Hydro line. Due to its great complexity, this object was decomposed into smaller objects, each one respon-
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