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Abstract—Unate and binate covering problems are a special class of general integer linear programming problems with which several problems in logic synthesis, such as two-level logic minimization and technology mapping, are formulated. Previous branch-and-bound methods for exactly solving these problems use lower-bounding techniques based on finding maximal independent sets. In this paper we examine lower-bounding techniques based on linear programming relaxation (LPR) for the binate covering problem. We show that a combination of traditional reductions (essentiality and dominance) and incremental computation of LPR-based lower bounds can exactly solve difficult covering problems orders of magnitude faster than traditional methods.
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I. INTRODUCTION

Covering problems (unate and binate) are important combinatorial optimization problems with which several problems in logic synthesis (such as two-level logic minimization [12], state minimization [6], exact encoding), and in code generation and optimization (e.g., [7]), are formulated. These problems are obviously NP-hard, and given their wide applicability it is of great practical interest to obtain approximate solutions of good quality in a tolerable amount of time. However, to evaluate the quality of heuristic solutions we will need to either obtain tight lower bounds or solve the problems exactly. Since covering problems are a special class of general integer linear programming (ILP) problems, previous research has focused on solving these problems using specialized techniques such as essentiality, row dominance, column dominance, Gimpel’s reduction, and component reduction. Yet it is precisely for this reason that techniques for solving ILP have been largely ignored. In particular, the basic lower-bounding procedure for ILP, namely the linear-programming relaxation (LPR), has not been strategically applied to covering problems.

In this paper we show that LPR-based techniques yield lower bounds of quality superior to those obtained by previous methods, thereby allowing for termination of unsuccessful branches at earlier stages of the search tree. Although computing the optimal solution of linear programs corresponding to the covering problems is more costly than independent-set based techniques, experimental results demonstrate that the improved quality of lower bounds in fact makes it possible to prove optimality more quickly in some cases or obtains better solutions (when given a specific amount of time) in others. Further, incremental computation of LPR-based bounds can result in faster search. We also show that simply formulating a covering problem as a general integer linear programming problem sometimes cause difficulties for the ILP solver which may not discover covering-problem-specific reductions (i.e., essentiality, dominance, etc.).

II. COVERING PROBLEMS

We refer the reader to [3] for the statement of the unate-covering (also called set-covering) and binate-covering problems. We briefly review previous work and summarize the contribution of this paper.

A. Previous Work

In VLSI-CAD research, approaches to solving covering problems have largely followed the pioneering work of Quine and McCluskey on logic minimization [8] [10] [11]. The basic idea is to reduce the size of the problem via essentiality, column dominance, and row dominance. Gimpel devised another form of reduction which is applicable when two columns have the same cost and the rows they cover show certain properties [5]. Reductions are applied successively until no more are possible, at which point a cyclic core is said to have resulted. The problem is then solved exactly with a branch-and-bound procedure, or heuristically with a no-backtrack, limited-backtrack, or limited-time version thereof. At each step, a column is selected (based on some heuristic measure) that is likely to minimize the cost and maximize the number of rows covered, and reductions are again applied. Additional techniques such as partitioning the problem into independent subproblems [12] can be readily incorporated. Recently, Coudert and Madre have discovered a new pruning condition (reduction), which is based on the limit lower-bound [4]. Refinement of their techniques by caching the solutions of subproblems led to further improvements [3]. It is noteworthy that, in this line of works, the lower-bounding procedure in the branch-and-bound is primarily based on maximal independent set. Although he has presented a theoretically better lower bound for unate problems, Coudert remarks that this lower bound does not always yield desired results. In addition, the effective limit lower-bound pruning make use of the independent set only, not the theoretically better one.

The set-covering problem has also been of interest to the operations research community. Beasley has presented a number of heuristics as well as lower-bounding techniques [2]. His lower-bounding techniques are based on solving the dual problem of the linear-programming relaxation (LPR), using a dual ascent procedure consisting of refining the dual solution while keeping it feasible, which, by the weak duality theorem, always provides a lower bound for the primal problem. However, his examples are apparently generated with nonuniform cost functions, and his heuristics (dual ascent, Lagrangian, and subgradient) are aimed at problems with nonuniform costs. In practice, many problems in CAD have uniform or near-uniform cost functions. As we will show in Section III, in the case of uniform cost, the solution obtained by a dual ascent procedure is just an independent set. In addition, the binate-covering problem is not considered and reductions are not systematically applied.

Barth [1] solves a slightly more general problem than covering using an implicit enumeration approach. In his work he showed that his method equals or outperforms a commercial ILP solver for certain classes of problems. However, upon closer examination, the complicated mathematical treatment he has presented is simply an extension of the well-known reductions based on essentiality and dominance, and would provide no additional benefit for the covering problems we consider. In fact, we experimented with his program, and for covering problems it is actually much slower than Coudert’s.

B. Our Contribution

The contribution of this paper is as follows. We first show that lower bounds obtained by linear-programming relaxation are in theory equal or superior to those obtained with maximal independent set (MIS). (Experimental results confirm, indeed, that the LPR-based lower bounds are almost always better.) However, using LPR bounds in a native fashion such as the method employed in commercial ILP solvers does not result in uniformly better performance than MIS-based solvers. We have developed efficient ways of incorporating LPR bounds into a binate covering framework, and we show that for many difficult examples we are able to obtain exact solutions 10–100× faster, or a solution of lower cost if we could not complete in the time limit given.

III. LPR-BASED LOWER BOUNDS

A. Covering Problem as ILP

A covering problem may be readily translated into an ILP as follows. We treat each variable \( x_i \) as an integer variable in the ILP, and
substitute $(1 - x_j)$ for $x_j$ in each clause. Then, we write a clause $y_i$ as $y_i \geq 1$, and move the constants from the left hand side to the right. For instance, the clause
\[ x_1 + x_2 + x_3 + x_4 \]
would become
\[ x_1 + x_2 + (1 - x_3) + (1 - x_4) \geq 1, \]
which is further turned into
\[ x_1 + x_2 - x_3 - x_4 \geq -1. \]

Note that the right hand side of the inequality is 1 minus the number of negative literals in the row. Let $c_j$ be the cost of setting $x_j$ to 1. The ILP is therefore:
\[
\begin{align*}
\min & \quad \sum_{j=1}^{m} c_j x_j, \quad \text{subject to:} & \sum_{j=1}^{m} a_{ij} x_j & \geq 1 - p_i, & i = 1, \ldots, n \quad (1) \\
& & x_j & \in \{0, 1\}, & j = 1, \ldots, m \quad (2)
\end{align*}
\]
where $a_{ij}$ is 1 if $x_j$ appears in the true form in row $i$ and -1 if it appears in the complement form, and $p_i$ is the number of negative literals in row $i$.

The linear-programming relaxation (LPR) of an ILP is the linear program obtained by disregarding the integrality constraints. For the above ILP, the LPR is derived by simply replacing the 0-1 constraints (Constraint (2)) with $x_j \geq 0$. The dual of the LPR thus obtained is:
\[
\begin{align*}
\max & \quad \sum_{i=1}^{n} (1 - p_i) y_i, & \quad & \text{(3)} \\
\text{subject to:} & \quad \sum_{i=1}^{n} y_i a_{ij} & \leq c_j, & j = 1, \ldots, m \quad (4) \\
& & y_i & \geq 0, & i = 1, \ldots, n \quad (5)
\end{align*}
\]

B. Lower Bounding

The traditional approach to solving an integer linear program is to first solve its LPR. If the optimal solution of the LPR consists of integers, then we have an optimal solution for the original ILP as well. Otherwise, we pick a variable (using various selection heuristics) and partition the original problem into two subproblems (the branching step). Suppose $x_j$ is the selected variable, and $x_j^*$ was the value of $x_j$ in the optimal LPR solution. The two subproblems are derived from the original LPR by adding the constraints $x_j \geq [x_j^*]$ and $x_j \leq [x_j^*]$. We then proceed to solve one of these problems following the same steps, eventually reaching an integer solution (provided the problem is integer-feasible). We also attempt to solve the other problem. If at any point in the process we determine that the lower bound of a subproblem exceeds the objective value of the best (integer) solution found so far, then that subproblem can be pruned.

It is readily apparent that, for an integer linear program, the optimal value of the objective function for the corresponding linear program without the integrality constraints gives a lower bound for the ILP, because any feasible solution for the ILP is also a feasible solution for the LPR. This lower bound is typically used in ILP solvers. Various techniques have been proposed to compute lower bounds. One approach is called dual ascent, a greedy algorithm based on the weak duality theorem [9]: the objective function value of a dual feasible solution is less than or equal to that of any primal feasible solution. Dual ascent was used as the first step for solving unate problems in [2].

We now show that, for uniform-cost unate problems, dual ascent yields dual feasible solutions that are equivalent to independent sets. Recall that an independent set of rows in a covering problem is a subset of rows of which no two rows are covered by the same column. For instance, in the covering matrix shown in Figure 1, rows $r_2$ and $r_4$ form an independent set. A solution for a unate problem must cover at least the rows in an independent set, of which each row must be covered by at least a distinct column. Thus, for a unist unate problem, the cardinality of an independent set gives a lower bound.
tolerance of $\epsilon = 0.005$ (i.e., using $|z - \epsilon|$ instead of $|z|$) is sufficient for all our benchmark problems.

2. If a covering matrix can be decomposed into independent subproblems, then we may solve the LPR of each subproblem independently, and add the ceilings (with numerical tolerance) of the optimal values to obtain a lower bound, instead of adding the optimal values first and then taking the ceiling. Consider the covering matrix in Figure 4, which consists of two independent submatrices. If we solve the LPR of the entire matrix, we obtain the optimal value of 3. However, if we solve the LPRs of the two submatrices separately, each has an optimal value of 1.5. We may first round up each, and obtain a better lower bound of $1.5 + 1.5 = 4$. An additional benefit of decomposition is that the smaller LPRs can be solved more quickly.

3. Some linear programs are solved more quickly with the primal simplex procedure, while others are amenable to the dual simplex procedure. For this reason, most commercial solvers provide both methods. We have observed experimentally that if the LPR of the initial covering problem can be more quickly solved with the primal simplex procedure (respectively, dual), then it is likely to be more beneficial to use the primal (respectively, dual) procedure throughout the branch-and-bound process.

4. When solving the LPR using the dual simplex method, which maintains a dual feasible solution, we may terminate the search for the optimal solution to the LPR at any point and still obtain a valid lower bound (by the weak duality theorem). Thus, if we can quickly estimate an upper bound on the dual problem and decide that the current dual solution is good enough, we need not carry out the dual simplex procedure to completion.

One common case where this observation finds application is the following. Suppose the best integral solution found so far in the branch-and-bound process has a cost of $b$, which is an upper bound for the dual problem. Then, as soon as the objective function value of the dual solution reaches $b - 1 + \epsilon$, we may terminate the dual simplex procedure. If we do not have direct control over the LP solver, we may change the optimization problem $D$ into a feasibility problem $D'$. That is, instead of optimizing for the dual objective (5), we check for the feasibility of the following linear program $D'$:

$$\begin{align*}
\text{max} & \ 0, \text{ subject to:} & \sum_{i=1}^{n} y_i a_{ij} & \leq c_j, \quad j = 1, \ldots, m \quad (7) \\
& & \sum_{i=1}^{n} (1 - p_i)y_i & \geq b - 1 + \epsilon \quad (8) \\
& & y_i & \geq 0, \quad i = 1, \ldots, n. \quad (9)
\end{align*}$$

Note that the objective function of $D$ has now become Constraint (8) in $D'$, and the objective function of $D'$ is simply a constant since we are interested in feasibility only. If $D'$ has a feasible solution, then the optimal value of $D$ must be greater than or equal to $b - 1 + \epsilon$. This in turn means that the lower bound we set out to compute is at least $b$, and since this lower bound equals or exceeds the cost of the current best solution, we may terminate the present branch immediately. On the other hand, if $D'$ does not have a feasible solution, then it is still possible that the present branch contains a better solution; hence, the search in this branch is continued. This method is particularly effective when the last steps of the dual procedure would consist of very small increments to the objective function value and these increments would not cross integral boundaries.

5. Given the optimal solution of an LP problem $X$, a simplex-based LP solver can very quickly find the optimal solution of another problem that is incrementally different from $X$, provided the impact of degeneracy is small. Thus in the branching step, when we select or reject a column, we may set the corresponding variable to 1 or 0 and obtain a potentially better lower bound. However, if the selection or rejection of a column results in a large reduction in the size of the covering matrix, it is typically better to start the LPR fresh with the reduced matrix. This is an important observation that significantly affects the quality of results.

D. The Covering Procedure

Our solver, Binate Covering Ultra (BCU), consists of the following steps:

1. **Initial** Initially, matrix reductions based on essentiality, dominance, Gimpel’s technique, and decomposition into independent submatrices are applied. The LPR of the covering matrix is generated, and both the primal and dual procedures are applied and computation times measured. The more efficient of the procedures chosen for lower-bound estimation throughout the remainder of the branch-and-bound process.

2. **Integral** If at any point the solution of the LPR is integral, then we have a solution for the current branch; otherwise, continue with the branching step (Branch below).

3. **Branch** Choose a column according to a heuristic measure derived from the cost of the column, the number of rows it covers, and the minimum cost of covering each of these rows. These criteria are similar to [12]. Apply the reduction again. Estimate the lower bound of the reduced matrix using LPR. This estimation of the lower bound is done incrementally, unless the matrix has been reduced significantly from the previous level of recursion. If the lower bound exceeds the cost of the best solution found so far, prune this branch. Otherwise, continue Branch.

4. **[Other branch]** Reject the column previously chosen and continue the branch-and-bound process as in Branch. Pick the better solution of the two branches.

IV. EXPERIMENTS AND RESULTS

We present two sets of results. The first set of results, summarized in Table I, provides a comparison between the lower bounds obtained using the maximal independent set (MIS) and LPR methods. The table compares the first bound obtained by these methods, on the original problem. As can be seen the LPR lower bounds are superior (larger) in virtually every case. Note that even a slightly better bound can result in exponentially better performance, due to the pruning of nodes in the search tree. Of course, the bound has to be improved as variables are set to particular values. We have found that, in general, if the LPR bound is superior to the MIS bound (and it almost always is) for the original problem, it remains superior through the branching search as variables are set to particular values, up until the subproblems become trivial.

We next provide comparisons between Scherzo [3], our solver BCU, and a commercial LP/ILP solver widely recognized as being one of the best (which we also used to compute our lower bounds). These results are summarized in Table II. All three programs were run on the same machine, on a 125MHz HyperSpur 20 with 128MB of memory.

BCU significantly outperforms Scherzo on large examples such as prom2, ex5 and apex7.b, as well as many others. BCU also outperforms the commercial solver in many cases, and significantly so in some examples such as des.a, apex4.a, and apex7.b. For the example alu4.b, which none of the three programs can prove optimality within the allotted time, BCU discovers a better solution than either Scherzo or the commercial solver.

In the cases where Scherzo is superior by a large factor, for example, des.a and C880.b, the improved performance is not because of better bounding, but because of two factors. Scherzo implements caching strategies that “remember” previous subproblems and reuse previously computed solutions, and different variable selection heuristics can result in smaller branching trees. Caching strategies can be implemented within the BCU framework as well, and are expected to improve the efficiency of the solver.

The commercial solver performs better than Scherzo in many examples. The main reason why the commercial solver does better than BCU in some of the examples is because the commercial solver has
access to core linear programming routines, which we do not currently have. We elaborate on this in the next section.

V. SUMMARY AND FUTURE WORK

We have presented an efficient approach to solving unate and binate covering problems. Our approach is based on the estimation of lower bounds using linear-programming relaxation. Although LPR has been extensively used in solving integer linear programming problems, its power has been largely overlooked in solving covering problems. Our experimental results show that LPR indeed yields much better lower bounds than previously widely used methods based on independent sets. On the other hand, the traditional reduction techniques for covering problems are also necessary in order to exploit properties specific to covering problems—instead of solving the covering problem as just an ILP. Further, while LPR bounds can be expensive to compute, they can be computed incrementally during the branching search to increase efficiency. The combination of these techniques results in many improvements: not only were we able to handle previously-solved problems more efficiently, but also in some cases we were able to finish on difficult problems that other solvers could not complete, or to find a better solution in the same amount of time. We conclude that, in light of the presented experimental results, future research should focus on speeding up LPR-based lower bounding, and use independent-set approaches only for pruning techniques such as Coudert’s limit-lower bound [3].

In addition to lower bound computation, variable selection methods have a significant impact on the efficiency of the solver. In BCU we have used a single uniform variable selection heuristic for all examples: nonintegral variables were picked according to the criterion described in the Branch step of Section III-D. Enhancing the variable selection method may result in faster execution, and we are currently investigating methods that incorporate information from the solution of the LPR.

We have used a commercial LP solver as a “black box,” i.e., we used it to solve the LPRs without taking advantage of information available in intermediate steps. If we had access to information such as degeneracy and a tight upper bound, and if we had control over the progress of the solver, we might be able to speed up the lower-bound estimation substantially. For instance, various pieces of information gathered from intermediate steps may provide useful heuristic guidance for determining when and how often to use LPR. We believe that the tight integration of the branch-and-bound and the LPR procedure is the key to further improvements.
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TABLE I

<table>
<thead>
<tr>
<th>Example</th>
<th>Scherzo 96</th>
<th>BCU</th>
<th>ILP solver</th>
</tr>
</thead>
<tbody>
<tr>
<td>Name</td>
<td>sol</td>
<td>UB</td>
<td>CPU</td>
</tr>
<tr>
<td>c880.b</td>
<td>942</td>
<td>916</td>
<td>86</td>
</tr>
<tr>
<td>int10</td>
<td>110</td>
<td>110</td>
<td>8</td>
</tr>
<tr>
<td>ex5</td>
<td>287</td>
<td>287</td>
<td>138</td>
</tr>
<tr>
<td>max1024</td>
<td>259</td>
<td>259</td>
<td>259</td>
</tr>
<tr>
<td>count.b</td>
<td>12</td>
<td>8</td>
<td>12</td>
</tr>
<tr>
<td>lex5</td>
<td>287</td>
<td>287</td>
<td>138</td>
</tr>
<tr>
<td>add4</td>
<td>31</td>
<td>31</td>
<td>1.7</td>
</tr>
<tr>
<td>max512L</td>
<td>1316</td>
<td>1316</td>
<td>1316</td>
</tr>
<tr>
<td>prom2</td>
<td>287</td>
<td>287</td>
<td>138</td>
</tr>
<tr>
<td>max512</td>
<td>259</td>
<td>259</td>
<td>259</td>
</tr>
<tr>
<td>apex4.a</td>
<td>11912</td>
<td>776</td>
<td>776</td>
</tr>
<tr>
<td>m4L</td>
<td>1335</td>
<td>1335</td>
<td>1335</td>
</tr>
<tr>
<td>mlp4L</td>
<td>1316</td>
<td>1316</td>
<td>1316</td>
</tr>
<tr>
<td>des.a</td>
<td>17920</td>
<td>942</td>
<td>942</td>
</tr>
<tr>
<td>int3</td>
<td>2439</td>
<td>110</td>
<td>110</td>
</tr>
<tr>
<td>apex2.b</td>
<td>2355</td>
<td>2355</td>
<td>2355</td>
</tr>
<tr>
<td>m4L</td>
<td>1335</td>
<td>1335</td>
<td>1335</td>
</tr>
<tr>
<td>mlp4L</td>
<td>1316</td>
<td>1316</td>
<td>1316</td>
</tr>
<tr>
<td>max512</td>
<td>1087</td>
<td>1087</td>
<td>1087</td>
</tr>
<tr>
<td>oeex1</td>
<td>69</td>
<td>69</td>
<td>69</td>
</tr>
<tr>
<td>oeex2</td>
<td>162</td>
<td>162</td>
<td>162</td>
</tr>
<tr>
<td>oeex3</td>
<td>162</td>
<td>162</td>
<td>162</td>
</tr>
<tr>
<td>oeex4</td>
<td>776</td>
<td>776</td>
<td>776</td>
</tr>
<tr>
<td>apex3.a</td>
<td>11912</td>
<td>776</td>
<td>776</td>
</tr>
<tr>
<td>apex3.b</td>
<td>2355</td>
<td>2355</td>
<td>2355</td>
</tr>
<tr>
<td>oeex1</td>
<td>69</td>
<td>69</td>
<td>69</td>
</tr>
<tr>
<td>oeex2</td>
<td>162</td>
<td>162</td>
<td>162</td>
</tr>
<tr>
<td>oeex3</td>
<td>162</td>
<td>162</td>
<td>162</td>
</tr>
<tr>
<td>oeex4</td>
<td>776</td>
<td>776</td>
<td>776</td>
</tr>
<tr>
<td>apex3.a</td>
<td>11912</td>
<td>776</td>
<td>776</td>
</tr>
<tr>
<td>apex3.b</td>
<td>2355</td>
<td>2355</td>
<td>2355</td>
</tr>
<tr>
<td>oeex1</td>
<td>69</td>
<td>69</td>
<td>69</td>
</tr>
<tr>
<td>oeex2</td>
<td>162</td>
<td>162</td>
<td>162</td>
</tr>
<tr>
<td>oeex3</td>
<td>162</td>
<td>162</td>
<td>162</td>
</tr>
<tr>
<td>oeex4</td>
<td>776</td>
<td>776</td>
<td>776</td>
</tr>
</tbody>
</table>

TABLE II

Comparison of Scherzo 96 [3], our solver BCU, and a commercial ILP solver. The columns UB give the best solutions found by each one of the solvers.

CPU times are measured in seconds, on a 125MHz HyperSparc 20.