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Abstract
Several proposals were made in the last few years to extend the hardware description language VHDL and to add mechanisms like inheritance from the object oriented domain to the language. This paper illuminates the principle problems arising when an inheritance concept for data types is added to VHDL. Solutions to these problems are proposed with an example of an inheritance mechanism for signals within an object-oriented extension to VHDL.

1 Motivation

With the increasing use of object-oriented techniques in software engineering a lot of methods from this area were investigated by hardware-designers. Some of these techniques seem to be appropriate to solve problems in the hardware domain which are similar to the ones from the software domain. This has led to several proposals on how to adapt these techniques in hardware design [4][7][8][10][13][17]. One particular way of introducing object-oriented techniques to hardware design is to develop object-oriented hardware description languages. A common method of doing this is to extend an existing language to an object oriented one. On the one hand it is possible to extend an existing object-oriented programming language to a hardware description language [19] on the other one can extend an hardware description language to an object-oriented one. There exist quite a few proposals for extensions especially for VHDL [1][2][3][6][15][16]. Section 3 gives an overview of existing proposals for extensions. Most of them [1][2][3][6][15] introduce inheritance-mechanisms for data types or use data types to realize inheritance mechanisms on object oriented classes. When applying these mechanisms some problems have to be considered. Section 4 lists the difficulties. To overcome the problems an inheritance concept for signals is proposed in section 5. Section 6 illustrates the modelling technique based on inheritance of signals with an example. Some conclusions are drawn for further steps of extending VHDL.

2 Objectives and requirements of object-oriented hardware-design

A high level of abstraction becomes a more and more important objective in the hardware system specification. A list of requirements for this objective is given in [5]. Mainly the higher complexity of designs, the better readability of descriptions, the abstract description as a key to faster simulation and the impossibility to manage a design at low level of abstraction are mentioned. To achieve the goal of a higher level of abstraction a view is proposed in [5] in which a processor offers well defined services. These services can be used by other processors by the invocation of operations. The processors are modelled as abstract data types. From this point of view the later hardware realization is an implementation of an abstract data type. In object-oriented terminology these data types correspond to classes and the services/operations to methods.

To achieve a high level of abstraction simple techniques for an invocation of a method have to be provided by the specification tool. At the same time these tech-
niques should be flexible enough to be adapted to different system requirements which may also change during the design process. The methods of an object should be available to several other objects.

In order to design efficiently, the reuse of hardware-descriptions is an objective in system specification. An appropriate approach is the use of an inheritance concept. Existing objects must be expandable by adding properties to them and by modifying the methods.

The full power of an inheritance concept can be obtained when polymorphism is provided for the methods. It is possible to have several versions of a method according to the inheritance hierarchy. In a concept of polymorphism the identification of the modifications of an object and the selection of the corresponding method is done automatically during runtime. This is different from static subprogram and operation overloading. The advantage of polymorphism is that a heterogeneous object-container can contain objects of different classes during runtime which are derived from each other. All their methods can be invoked in the same way. The designer doesn’t have to distinguish different cases which may appear during invocation depending on the different objects’ classes, especially he doesn’t need to know anything about future derivations of the objects.

An inheritance mechanism is also appropriate for refinement during the synthesis process. Objects can be refined by using an inheritance mechanism.

To reach the objectives of the object-oriented hardware-design not only during the specification phase but during the whole system development process a link from the object-oriented methods to further synthesis steps is necessary. It is important that the realization of the object-oriented techniques is feasible for hardware.

The difficulties of these requirements are discussed in section 4 with special respect to solutions using object-oriented extensions to VHDL.

3 Object-oriented extensions to VHDL

This section gives a short overview of proposed object-oriented extensions to VHDL. In [15] a distinction between object-oriented support to the structural hierarchy and object-orientation of data-types is suggested. Another classification one can think of is the distinction between extensions which are appropriate for synthesis and extensions which are appropriate only for simulation.

A proposal which introduces a class concept into VHDL is given in [1]. The class concept is derived from the class concept in C++. A class consists of attributes and methods like in C++. A translation mechanism from the extension called VHDL++ to VHDL is introduced. For the instantiation of classes VHDL global signals are used. The methods become procedures with the global signals as parameters after the translation. Methods containing a write access to an attribute have to be invoked within one process only because no resolution function is introduced in the translation process. As the methods are translated into normal VHDL procedures accessing global signals an overloading mechanism during runtime is not provided. The straight forward translation mechanism enables to use the translated VHDL-code for synthesis. This approach is in-between the support to the structural hierarchy and object-orientation of data-types. On the one hand the data-type concept of VHDL is not changed on the other no hierarchy concept for the new class construct is introduced.

Another class approach based on the C++ class concept is presented in [3]. The extension is called VHDL_OBJ. A class-construct contains attributes and methods to access the attributes. Like in C++ the methods can be declared virtual. This indicates that it is a polymorphic method and that it can be overloaded during runtime. The implementation of VHDL_OBJ is a translation of the new language constructs into VHDL. Attributes are translated into records and methods are translated into procedures. To distinguish these polymorphic procedures they get as a first parameter a pointer (access type) to the record related to the attributes of the classes. If an object of a polymorphic class is instantiated a record of pointers is allocated. One pointer points to the actual object. Two limitations due to the use of access types exist. Class-objects cannot be shared by different processes and they are not appropriate for synthesis. Again like in the previous approach the data-type concept of VHDL isn’t changed and a new concept for the hierarchical structure of a VHDL model is introduced. Class becomes a new language element which stands amongst the others.

The revision of the IEEE VHDL language standard [18] introduced the concept of shared variables. Object-oriented-programming is mentioned in [20] as reasonable use of shared variables. Based on this idea it is suggested in [15] to use shared variables as objects in the object-oriented meaning. To implement the methods a monitor concept is proposed. The monitor schedules the access to the shared variables by procedures which can be seen as primitive operations. It is additionally suggested to introduce an inheritance concept and a late binding concept to VHDL. As shared variables were introduced in VHDL for modelling at system level and as they do not have an equivalent in existing hardware they are not appropriate for synthesis.

1. The terms class and attribute are utilized in this paper as they are used in the object-oriented world. It is marked if they are used in the VHDL-sense
Similar to VHDL a revision of the IEEE standard of Ada has to take place [12]. Mainly object-oriented features are added to the language. A concept to derive types is provided by the introduction of tagged types. Data encapsulation can be done by records. Marking records as tagged makes these records expandable. Other record types can be derived from the tagged records. The attribute ‘CLASS defines an unconstrained type a so called class-wide-type which is the union of all types derived from a base type. A procedure call with a parameter of class-wide-type invokes a dispatching mechanism for this procedure. To use the same constructs in VHDL is proposed in [6]. It is stated in [14] that this is a more evolutionary process in Ada than this would be in VHDL. In addition to the inheritance mechanisms for data types inheritance mechanisms for entities and architectures are part of the proposal to extend VHDL in an Ada-like way. A concept for synthesis is not considered within the proposal.

The message-passing mechanism as suggested in [16] realizes communication not only by signals, but also by message-passing between EntityObjects. On receiving a message the EntityObject invokes a method. The destination of a message can be determined during runtime by a so called handle which is associated with an EntityObject. The handle is some kind of address of an EntityObject. If several methods of an entity or EntityObject are invoked in the same simulation cycle then a queuing-mechanism stores the invocations for sequential execution. An inheritance mechanism allows to derive new EntityObjects from existing ones. Furthermore constructs from Ada are used to add control functionality for concurrency. A preprocessor is proposed for translating the new language constructs into VHDL. As a consequence the whole message-passing mechanism is translated into a fixed VHDL algorithm. As a result an overhead is produced in cases where a queuing mechanism isn’t necessary. At the same time a communication mechanism is used which can’t be refined and changed in further synthesis steps. Hence this approach is not intended for synthesis but for rapid prototyping. In [15] the proposal is classified as object-oriented support to the structural hierarchy.

A conclusion can be drawn that for quick modelling in an object-oriented way at a high level of abstraction the cited approaches offer similar possibilities. What still has to be compared and analysed are the inheritance concepts and the links to further design steps.

4 Problems with inheritance concepts

This chapter mentions problems which have to be solved when introducing an inheritance concept in hardware specification.

4.1 Invoking a method in hardware

Object-oriented methods are all based on the idea that there are different objects interacting with each other by methods related to them. Classifying objects with the same properties leads to the term class in the object-oriented domain. If we send a message to an object in software this corresponds to a procedure or function call. Return values are given back by simple assignment statements. It’s a bit more complicated in hardware-design. On condition that an object has its counterpart in an existing piece of hardware, a protocol mechanism has to be started to invoke a method of such an object. Similar a protocol has to be used to handle the return values.

4.2 Fix protocol mechanisms as part of the specification language

The cited approaches offer fixed protocol mechanisms for invoking methods and getting return values as part of the language. This has some consequences. The transportation of the messages has to be realized by signals with the exception of the shared-variable-approach. This has to be done even if the signals aren’t visible to the designer. In that case additional delta cycles are introduced into the simulation to run the protocol. In contrary to protocols running on existing hardware the simulated protocols don’t consume any (simulation-) time. It is not provided for further refinement and synthesis steps to replace the protocols by more appropriate and accurate protocol models which consider the timing behaviour. This might be important e.g. for simulating the specification together with already synthesized parts of a system. It is also not provided to do a synthesis on the protocol itself although protocol generation needs some attention in a design process [7][21]. The protocols in the proposals are developed for high-level-specification but do not fit in most cases for real hardware. In some cases this leads to an overspecification.

4.3 Polymorphism in hardware

Another problem is the realization of polymorphism in hardware. In case a method is a polymorphic procedure in software, the addressing of the object is realized by pointers. The analogous use of pointers in a polymorphism-concept in a hardware-description-language means that it is only appropriate for simulation. The introduction of handles to address the different objects like in [16] is a way to allow polymorphism in a hardware-specification. But it has some strong restrictions. In [16] it is only mentioned that handles can be stored in variables. So it is not possible to pass them between different processes.
To give up the restriction and allow class-wide-types to be a constrained means to provide a general powerful inheritance mechanism to VHDL. In that case a constrained object of a class-wide-type has to provide enough ‘memory’ to be able to contain every object of a derivated type. To analyse that ‘memory’-requirements all previous compiled code has to be re-analysed. As a result heterogeneous object containers could be modelled by using signals.

At the same time constrained class-wide-types would be a solution to make protocol specifications flexible and expandable. As mentioned above it is often necessary to adapt protocols to specific purposes. The connection between processes and components described by protocols are realized by signals. The state of a protocol is stored in variables which correspond to registers and the transitions between the states can be described by procedures. If signals, variables and the associated procedures can easily be extended by the proposed inheritance mechanism then the protocol itself can be extended.

5 General inheritance concept on data types

In this section an inheritance concept for record data types is presented. It allows to re-use and extend a type-definition for records. It is combined with a mechanism for polymorphism. In order to present and discuss the inheritance concept, a syntax will be used which is an extension to VHDL’93 [18]. The syntax of the language extension is based on the syntax for tagged types in Ada9X and therefore similar to the one proposed in [6]. However the semantic is different. Secondly a mapping to VHDL is presented.

5.1 Language extension

In a record type definition it is possible to mark the record as expandable by the key-word tagged. Using the keyword new a new record can be derived in another type-definition from the tagged one by referencing the tagged one. The new record inherits all elements of the old one. It then consists of the elements of the old record and the ones given in the record_type_definition. The methods then are no longer related to a set of variables but to a type of a record representing the variables.

4.4 Construction of new classes

Construction of new classes from the existing ones not only by composition of attribute classes as mentioned in section 3 but also by inheritance is the appropriate technique for efficient code-reuse. Although in principle performing the same extension-mechanism, the constructs for the inheritance-mechanisms are very specific in the different proposals. The proposals introduce new language constructs which aren’t based on constructs already available in the language. Additional attributes of an inherited EntityObject are introduced by extra instance variables of a specific type, additional attributes in a shared variables monitor are brought in by additional shared variables of a specific type. Extra methods can be related to the new set of instance variables or shared variables.

To introduce an inheritance mechanism which is based on constructs already in the language, it is only necessary to combine the set of variables (instance-variables or shared variables) in a record and apply the inheritance mechanism on the type of that record. This inheritance mechanism is simple and even could be used by EntityObjects or shared variables monitors e.g. it is a general mechanism for inheritance. It is even compatible to the cited approaches. The methods then are no longer related to a set of variables but to a type of a record representing the variables.

4.5 Inheritance mechanism based on records

To base the inheritance mechanism on records is already proposed in [6]. But in that approach problems are still remaining. A link to further design steps is not provided by the proposal, it’s only intended to add to the abstractness of VHDL and make VHDL designs more easily modifiable and reusable. The second problem is that class-wide-types as mentioned in section 3 are introduced as unconstrained types. This is because it can’t possibly be known how much space could be required by any value of a class-wide-type. The type might be extended after the compilation of the design-unit containing the class-wide-type. As a consequence, although an object can be declared as a class-wide-type it must be initialized and it is then constrained by the type of the initialization value. Therefore an heterogeneous object-container carrying various objects of different classes can’t be realized using signals. These heterogeneous object containers serve as a basis for polymorphism. Because of that, no signals but only variables of access-type can be used for polymorphism. Since signals are the only possibility to exchange data between components and processes the class-wide-types as unconstrained type is a severe restriction.

To give up the restriction and allow class-wide-types to be a constrained means to provide a general powerful inheritance mechanism to VHDL. In that case a constrained object of a class-wide-type has to provide enough ‘memory’ to be able to contain every object of a derivated type. To analyse that ‘memory’-requirements all previous compiled code has to be re-analysed. As a result heterogeneous object containers could be modelled by using signals.

At the same time constrained class-wide-types would be a solution to make protocol specifications flexible and expandable. As mentioned above it is often necessary to adapt protocols to specific purposes. The connection between processes and components described by protocols are realized by signals. The state of a protocol is stored in variables which correspond to registers and the transitions between the states can be described by procedures. If signals, variables and the associated procedures can easily be extended by the proposed inheritance mechanism then the protocol itself can be extended.
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Construction of new classes from the existing ones not only by composition of attribute classes as mentioned in section 3 but also by inheritance is the appropriate technique for efficient code-reuse. Although in principle performing the same extension-mechanism, the constructs for the inheritance-mechanisms are very specific in the different proposals. The proposals introduce new language constructs which aren’t based on constructs already available in the language. Additional attributes of an inherited EntityObject are introduced by extra instance variables of a specific type, additional attributes in a shared variables monitor are brought in by additional shared variables of a specific type. Extra methods can be related to the new set of instance variables or shared variables.

To introduce an inheritance mechanism which is based on constructs already in the language, it is only necessary to combine the set of variables (instance-variables or shared variables) in a record and apply the inheritance mechanism on the type of that record. This inheritance mechanism is simple and even could be used by EntityObjects or shared variables monitors e.g. it is a general mechanism for inheritance. It is even compatible to the cited approaches. The methods then are no longer related to a set of variables but to a type of a record representing the variables.
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To base the inheritance mechanism on records is already proposed in [6]. But in that approach problems are still remaining. A link to further design steps is not provided by the proposal, it’s only intended to add to the abstractness of VHDL and make VHDL designs more easily modifiable and reusable. The second problem is that class-wide-types as mentioned in section 3 are introduced as unconstrained types. This is because it can’t possibly be known how much space could be required by any value of a class-wide-type. The type might be extended after the compilation of the design-unit containing the class-wide-type. As a consequence, although an object can be declared as a class-wide-type it must be initialized and it is then constrained by the type of the initialization value. Therefore an heterogeneous object-container carrying various objects of different classes can’t be realized using signals. These heterogeneous object containers serve as a basis for polymorphism. Because of that, no signals but only variables of access-type can be used for polymorphism. Since signals are the only possibility to exchange data between components and processes the class-wide-types as unconstrained type is a severe restriction.

To give up the restriction and allow class-wide-types to be a constrained means to provide a general powerful inheritance mechanism to VHDL. In that case a constrained object of a class-wide-type has to provide enough ‘memory’ to be able to contain every object of a derivated type. To analyse that ‘memory’-requirements all previous compiled code has to be re-analysed. As a result heterogeneous object containers could be modelled by using signals.

At the same time constrained class-wide-types would be a solution to make protocol specifications flexible and expandable. As mentioned above it is often necessary to adapt protocols to specific purposes. The connection between processes and components described by protocols are realized by signals. The state of a protocol is stored in variables which correspond to registers and the transitions between the states can be described by procedures. If signals, variables and the associated procedures can easily be extended by the proposed inheritance mechanism then the protocol itself can be extended.
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In this section an inheritance concept for record data types is presented. It allows to re-use and extend a type-definition for records. It is combined with a mechanism for polymorphism. In order to present and discuss the inheritance concept, a syntax will be used which is an extension to VHDL’93 [18]. The syntax of the language extension is based on the syntax for tagged types in Ada9X and therefore similar to the one proposed in [6]. However the semantic is different. Secondly a mapping to VHDL is presented.

5.1 Language extension

In a record type definition it is possible to mark the record as expandable by the key-word tagged. Using the keyword new a new record can be derived in another type-definition from the tagged one by referencing the tagged one. The new record inherits all elements of the old one. It then consists of the elements of the old record and the ones given in the record_type_definition. The methods then are no longer related to a set of variables but to a type of a record representing the variables.

To give up the restriction and allow class-wide-types to be a constrained means to provide a general powerful inheritance mechanism to VHDL. In that case a constrained object of a class-wide-type has to provide enough ‘memory’ to be able to contain every object of a derivated type. To analyse that ‘memory’-requirements all previous compiled code has to be re-analysed. As a result heterogeneous object containers could be modelled by using signals.

At the same time constrained class-wide-types would be a solution to make protocol specifications flexible and expandable. As mentioned above it is often necessary to adapt protocols to specific purposes. The connection between processes and components described by protocols are realized by signals. The state of a protocol is stored in variables which correspond to registers and the transitions between the states can be described by procedures. If signals, variables and the associated procedures can easily be extended by the proposed inheritance mechanism then the protocol itself can be extended.

5 General inheritance concept on data types

In this section an inheritance concept for record data types is presented. It allows to re-use and extend a type-definition for records. It is combined with a mechanism for polymorphism. In order to present and discuss the inheritance concept, a syntax will be used which is an extension to VHDL’93 [18]. The syntax of the language extension is based on the syntax for tagged types in Ada9X and therefore similar to the one proposed in [6]. However the semantic is different. Secondly a mapping to VHDL is presented.

5.1 Language extension

In a record type definition it is possible to mark the record as expandable by the key-word tagged. Using the keyword new a new record can be derived in another type-definition from the tagged one by referencing the tagged one. The new record inherits all elements of the old one. It then consists of the elements of the old record and the ones given in the record_type_definition. To allow the specification of abstract classes it is possible to declare an empty record. This is done by the keyword null instead of an element declaration. The syntax for the new tagged record type definition is as follows:

```
tagged_record_type_definition ::=
  tagged_record
  element_declaration {element_declaration}
  | null ;
```
end tagged record

| new type_name with record_type_definition
| new type_name with record null end record

composite_type_definition ::= array_type_definition
| record_type_definition
| tagged_record_type_definition

For each tagged record type definition a corresponding class wide type exists which is the union of all types derived from that tagged record type. This type is by definition a constrained type. By attaching the attribute 'CLASS to a type name of a tagged type the class wide type is referenced. VHDL-objects of arbitrary types can be assigned to any VHDL-object of a class-wide types as long as these types are derived from the tagged type corresponding to the class wide type. This is different from the concept proposed in [6].

As a consequence it is possible to model connections between processes and components with signals of class wide types. This allows a designer to model communication mechanisms in an early phase of the design without a knowledge of the final solution for this mechanism, because he is able to evolve it and easily expand it during the design process. For example a connection of a class wide type transports instructions from one component to another. If during the design process a new type of instruction occurs which needs a more sophisticated method to transport it, because it has additional arguments, then this can be included without modifying the transport mechanisms of the other instructions.

Although it is one of the main advantages of this concept that it allows the modelling of interprocess communication in an object-oriented way it is not limited to signals. It can be used for variables too. An analogy can be seen between the extension of tagged types and the specialisation of subtypes. In the same way constraints are added to subtypes, extensions are added to tagged types. However, a difference is that subtypes are compatible whereas tagged types derived from each other are not. The compatibility has to be declared explicitly by the use of the attribute 'CLASS.

Along with the possibility to construct new classes (types) by derivation of existing ones the composition of attribute-classes as indissoluble subobjects is possible. The encapsulation concept doesn’t need to be changed for the extension.

A powerful mechanism which operates on the incompatibility of the derived types is polymorphism. It is part of the presented inheritance concept on data types. The polymorphism-mechanism runs on class-wide types. When calling a function or procedure with a class-wide type as an actual of mode in or inout then the type of the actual is determined during runtime and the corresponding function or procedure is invoked. In contrast, the VHDL operator overloading is done statically during elaboration.

The possibility of modelling methods especially for communication mechanisms with respect to their timing behaviour can cause some problems when using the dispatching mechanism. It is a problem if a method (procedure/function) is invoked and the invoking class changes before the result of the method call is available or rather before the method call is completely executed, i.e. the type of the actual being a signal and starting the dispatching mechanism has changed before the function or procedure has reached its end. In general this problem can arise in language extensions of VHDL if they allow to declare heterogeneous object-containers with methods invoking a dispatching mechanism and consuming time. This can happen if the content of the object-container can change in parallel to the execution of the method, e.g. when they run in different not synchronized processes. The following example together with figure 1 illustrates the situation. A

![Fig. 1 Change of class during method-execution.](image-url)

class 'addition' and a class 'subtraction' are both derived from the abstract class 'instruction'. An object of a class wide type instruction'CLASS is used as a heterogeneous object-container to model an instruction register. The actual class of the object is 'addition'. The method 'execute' of the class 'instruction' is invoked. Before the addition has finished the content of the object changes and the actual class now is 'subtraction'. In the proposal for the language extension such a situation is a run-time error.

5.2 Mapping to existing hardware description language

To embed the inheritance concept on data types in a design flow, a link to existing design environments is necessary. For the presented language extension this link could be a translation into VHDL. In the following such a translation-mechanism is presented.

The derivation and inheritance is mainly done by copying the record elements and the methods. A class-
wide type is translated into a record which contains all elements of the corresponding tagged type and records derived from it. Some kind of variant record management could be introduced as an improvement. A so-called tag is assigned to each tagged record. Corresponding to the inheritance hierarchy of the tagged type a subtype hierarchy of an enumeration type is created. After translation, each record of a class wide type gets an additional element of the corresponding enumeration type containing the actual type (tag) during runtime.

Checks or assignments of the tags during runtime have to be done in assignment statements containing a class-wide type.

In case of overloading a subprogram with an actual of mode in/out of a class wide type it has to be analysed if the actual subprogram can be determined during compile time. If not, a procedure or function call has to be replaced by a procedure or function call to a subprogram containing a dispatching mechanism. This mechanism consists of a simple case statement, in which the choices are the different possible tags of the class-wide type. The possible tags depend on the visibility of the corresponding type at the location of the subprogram call. The sequence of statements in the case statement alternative is a call to the procedure/function attached to the corresponding type.

If the object of the class wide type is a signal then the interface of the subprogram has to be modified for that call. An additional parameter of the enumeration type corresponding to the tag of the case statement alternative is introduced into the interface. This parameter is associated to the tag-element of the record of the class wide type. It is introduced to detect a change of the tag during the execution of the subprogram. In order to lower the risk of type errors in the dispatching mechanism during runtime it is only allowed to declare a subprogram and the corresponding tagged type together in one package. This avoids the situation that the scope of the tagged type declaration is different from the scope of the subprogram declaration. In other words it's not possible to have a choice in a dispatching mechanism without the corresponding subprogram being visible in the case statement.

On the one hand the suggested translation has some obvious disadvantages. It isn't trivial, e.g. all derived types of a tagged type have to be known to the translator before it can construct the corresponding class wide type. The implementation of a variant record management needs sophisticated algorithms.

On the other hand the presented inheritance concepts enables the designer to solve the problems mentioned in section 4. It allows to model the invocation of methods in hardware in an object-oriented way. It overcomes the problem of fix protocol mechanisms. The protocol mechanism to invoke methods in (hardware-) objects is no longer part of the language but nevertheless it can be (re-) used as easy as if it were a part of the language. A small example is presented in the next section to illustrate this. A polymorphism concept has been introduced and by including signals there are no limitations concerning the exchange of handles between processes. By applying the inheritance mechanism to records which are already part of the language, no artificial additional constructs have to be used to model objects and introduce an inheritance concept.

6 Example

The following section gives an example on how to use the proposed inheritance concept for signals to specify an expandable model. A counter is specified as an entity and architecture which can execute instructions like increment or get-value. The interface of the counter consists of two signals. A protocol is defined on those signals for the data exchange. The protocol is defined in a very general way so that it can be used not only by the counter but also by other design entities for communication. Hence the protocol could be defined in a library. At the same time it is expandable and can be easily modified and adapted to e.g. other design situations or further synthesis steps because it is defined in an object-oriented manner as a tagged type and a polymorphic procedure. The structure of the counter using the protocol is shown in principle in figure 2. A full description of the example including an overview of the inheritance hierarchy and the relations between the objects in a simplified version of the notation of Shlaer and Mellor [11] can be obtained from the authors by email.

There is a master-protocol which can be executed from outside the counter. The instructions of the counter can be passed as parameters to the master-protocol. The protocol transports the instructions via the message line to the slave-protocol which runs inside the counter. The slave protocol then starts the execution of the instruction. The instruction changes the state of the counter by changing its state variable. A return value is sent back by the slave-pro-
Both parts of the protocol, the master and the slave protocol are related to a tagged type message as polymorphic procedures. These protocol operations consist of four of the five operations mentioned in [21] as atomic operations of a protocol. The waiting for a fixed time interval as an atomic operation is omitted because the counter model doesn’t consider the timing behaviour in the first specification step. It can be implemented in another protocol related to a derived type message_new.

The instructions of the counter are represented by data types which are derived from a type operation. The type operation itself is derived from a tagged type datum as a record element i.e. the class message has an indissoluble subobject of the class datum as a record element. Hence the master-protocol can transport the instructions via the message line to the slave-protocol as mentioned above. The slave-protocol inside the counter reacts on such a message consisting of an instruction by calling a procedure to change the state of the counter. This is done by invoking a polymorphic procedure exec_operation. Depending on the actual instruction or more precisely the type of the instruction during runtime the related procedure exec_operation is invoked. This procedure has access to the state variable of the counter. It returns the result of the instruction to the slave-protocol which sends it to the master-protocol. The master-protocol then returns the value to its caller. This is illustrated in figure 3. Using this mechanism there is no problem to extend the model of the counter and to introduce new instructions. Only a new type derived from the type operation has to be defined. A procedure exec_operation has to be declared which changes the state of the counter as intended by the new instruction. In the counter example this has been done for an instruction loadcounter. Arguments of the instruction like the load-value are defined as elements of the record i.e. as indissoluble subobject of the class loadcounter. The entity or the architecture of the counter hasn’t to be changed for that extension.

The example of the counter shows how it is possible to construct expandable and therefore re-usable objects by using the (predefined) types datum, message and operation. These types and the related procedures are so general that it is possible to model arbitrary objects. To model a new object only a set of operations has to be defined. The modelling style which appears cumbersome at first glance turns out to be simple and appropriate for re-use.

Not only the function of the counter but also the protocol mechanism can be extended by deriving a new type message_new from message.

Another example on how to use the dispatching mechanism could be the application in resolution functions. It would allow to flexibly specify a bus connecting components running different protocols. New components with new protocols could be added to the existing ones without considering them when specifying the first components and protocols. Figure 4 shows such a situation. If new senders and receivers are introduced it is sufficient to specify the resolution mechanism between the new and the old protocols in a function looking like this:

```
function resolved2(p:newprotocol; q:oldprotocol1) return protocol'CLASS;
function resolved2(p:newprotocol; q:oldprotocol2) return protocol'CLASS; ...
function resolved2(p:newprotocol; q:newprotocol) return protocol'CLASS;
```

Additionally the resolution between conflicts of the new protocol has to be defined.

```
function resolved2(p:newprotocol; q:newprotocol) return protocol'CLASS;
```

The resolution function of the class wide type consists of repeated calls of the polymorphic procedures resolved2. It looks like the following function:

```
function resolved ( s: protocol_vector) return protocol'CLASS is
begin
  if s'LENGTH > 1 then
```

Fig. 3 Protocol and dispatching of counter.

Fig. 4 Protocol merging with resolution function.
return resolved2(s(0),
    resolved(s(1 to s'HIGH)));
else
  return s(0);
end if;

This procedure like the other ones to solve the conflicts between the old protocol types needn’t to be changed if the new protocol is introduced, this is automatically done by the dispatching-mechanism.

The filter in figure 4 is a polymorphic procedure. It passes only the protocols which can be understood by the receiver. Introducing a new protocol means that the functionality of the old filters is updated automatically in the dispatching mechanism. Hence the system can be expanded only considering the new features the old parts doesn’t have to be adapted or re-written.

7 Conclusion

Inheritance concepts for signals have been discussed. An object-oriented extension to VHDL has been presented which introduces an inheritance mechanism based on data types. Together with the inheritance mechanism polymorphic procedures on these data types are presented. The important point of the presented concept is that it is applicable to signals. It was shown that the inheritance concept especially for signals can be used to model a flexible and expandable protocol mechanism for the communication process between components in an object-oriented way. In contrast to other cited proposals high-level communication mechanisms are not part of the proposed language extension. Nevertheless such constructs can be introduced by derivable data types. Because the communication doesn’t consist of a fixed structure but is based on an expandable concept, a good link to further design steps is provided. Additionally an idea on how to translate the proposed language extension into VHDL has been given. Problems arising when a dispatching mechanism is used for modelling a communication mechanism with respect to its timing behaviour have been discussed. An example has been presented to give an impression of how to use the proposed language extensions for object-oriented hardware-design.
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