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Abstract—This paper describes a generic fuzzy logic CAD development tool and reports on application of it to some important CAD problems. This menu-based tool allows to introduce linguistic variables in a textual and graphic form by clicking a menu. It permits users to define membership functions in an analytical, table or graphical forms. It connects linguistic variables by fuzzy logic operators to create fuzzy logic and generates their graphical representations. ¹

I. INTRODUCTION

Fuzzy logic, first applied to control problems, is now used in many new domains. One of the new areas of application of fuzzy logic is CAD for electronic systems. Several applications of fuzzy logic in CAD were recently reported [8], [4]. In the process of development of CAD applications, we observed that creation of fuzzy logic decision-making structures can be greatly improved and accelerated by a specialized tool that allows easy manipulation of major blocks involved in construction of fuzzy logic decision-makers. Requirements for such tool are very straightforward:

1. Easy definition of fuzzy logic linguistic variables.

2. Simple graphical and analytical definitions of membership functions.

3. Simple ways to define fuzzy logic operations and set up fuzzy logic rules.

4. Easy-to-support hierarchical structures of decision-makers.

5. Verification of consistency.

6. Easy to port or incorporate the designed graphical decision-makers to host programs.

⁰Guided by these goals, we developed a generic fuzzy logic development tool that enables users to develop decision-making mechanism for their applications and then incorporate it into any CAD tool under development. It can be stressed that applications of fuzzy logic decision-maker are not limited to specifically designed fuzzy logic applications. Fuzzy logic decision-makers can be included into existing tools to improve their flexibility in selecting and balancing of different goals, which receive numerical values from traditional algorithms. Moreover, in our own applications, fuzzy logic is mostly used to make decisions over numerical data.

II. FUZZY RULES AND OPERATIONS

A. Fuzzy logic operations

All logic operations in classical logic can be extended to fuzzy logic. But there are various ways of doing that. In this paper, fuzzy logic operations and, or and not will be defined as follows.

If $A$ and $B$ are two fuzzy sets, then $A$ and $B$ (also denoted as $AB$) is a fuzzy set with a membership function produced by the function $\min$ of membership functions

---
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of $A$ and $B$, i.e., $\mu_{A\cap B}(x) = \min(\mu_A(x), \mu_B(x))$. Similarly, $A$ or $B$ (also denoted as $A \cup B$) is defined as a fuzzy set with a membership function realized by the function $\max$ of membership functions of $A$ and $B$, i.e., $\mu_{A\cup B}(x) = \max(\mu_A(x), \mu_B(x))$. (see Figure 1). Negation $\text{not}$ is extended directly, i.e., the membership function of $\text{not} \ A$ for $\text{not} \ (A)$ is given as $\mu_{A\cap B}(x) = 1 - \mu_A(x)$.

By using linguistic values, linguistic variables and fuzzy logic operations, fuzzy logic rules can be constructed in a way similar to reasoning used by human beings. For example, if one wants to place cells by utilizing connectivity information and timing information, one can have a rule like “if a cell $\eta$ has critical timing and strong connectivity to the partial placement, then it is a good candidate to be placed at a current position”. Here, strong connectivity and critical timing are linguistic values of linguistic variables connectivity and timing, respectively. Good candidate is a linguistic value of the linguistic variable candidate. Strong connectivity, critical timing and good candidate are implemented as fuzzy sets, some specific examples of applications of these linguistic values can be found later in this paper. The word “and” in this rule is the fuzzy logic operation implemented according to the above definition.

B. Fuzzy logic rules

Linguistic variables and fuzzy logic operations can be used to construct fuzzy logic rules. In the following, two examples of fuzzy logic rules and their numerical evaluations are given.

Rule 1:

If a net’s driver is a strong driver, then it can drive a large load.

Here driver and load are two linguistic variables. The possible linguistic values for a variable driver can be weak driver, driver with driving capability of about 1.5ns/pF, strong driver etc., and the possible linguistic values for load can be small load, average load, large load.

The if part of Rule 1 is called a predicate, while the then part is called an action. In this application, the action part is simply implemented as an identification function unless it is explicitly specified. Therefore the result of evaluation of the predicate part is identified as a degree of membership for the linguistic value used in the action part.

Let $\mu_{\text{strong driver}}(\cdot)$ be the membership function for linguistic value strong driver (Figure 2). Suppose the driving capability of a driver is 1.4ns/pF, and let $L$ be the load this driver can drive according to Rule 1. Since no fuzzy logic operation is involved in the predicate part of Rule 1, the degree of membership of the driver of being a member of fuzzy set strong driver is identified as the degree of membership of $L$ in the fuzzy set large load. Thus

$$\mu_{\text{large load}}(L) = \mu_{\text{strong driver}}(1.4) = 0.75,$$

and so $L = 0.78$.

Connectives such as and and or can be used in approximate reasonings to join two or more linguistic values.

III. GENERIC HIERARCHICAL FUZZY LOGIC STRUCTURES FOR DECISION-MAKING

In this section, generic hierarchical fuzzy logic structures for decision-making are described. To take the advantage of Object-Oriented Programming (OOP) technology, the basic block is designed to be a basic OOP class, which can be extended to form more specific blocks (classes) with special properties. These blocks can be instantiated easily to form a hierarchical fuzzy logic decision-making structure. Figure 3 shows the graphical representation of the internal elements of a basic block. As one can see, a basic block is basically a linguistic variable, which represents either an objective or a criterion. The membership function for a linguistic variable can be given either by an analytical formula or in a table form which is then interpolated into a piecewise linear function. Users can customize the linguistic variable and its membership function for each basic block. If the link point to a parent for a basic block is not used, then the block is at the highest level, similarly if the link point to children is not used, then this block is at the lowest level of the hierarchy. Otherwise, both link points will be used.

Figure 4 illustrates a hierarchical fuzzy logic decision-maker generated from several basic blocks. For sim-
plicity, the internal structures of these basic blocks are not shown. In the following graphical representations of decision-makers, each block represents a linguistic value and is implemented as an OOP object. Depending on the
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Fig. 4. Examples of hierarchical fuzzy logic decision-making structures

context, a linguistic value can be either an objective or a criterion used to define an objective. For example, a linguistic value \( x \) can be the objective *good placement*, a linguistic value \( y \) can be the criterion *strong connectivity to partial placement* and a linguistic value \( z \) can be the criterion *almost within a feasible interval*. Fuzzy logic rules are used to define relations between a linguistic value of outcome and linguistic values of conditions, or in other words, between a linguistic value at a parent block and linguistic values at children blocks. In the future, we will use a term “rule” instead of “fuzzy logic rule”. For example, “if \( A \) has a linguistic value \( y \) and \( B \) has a linguistic value \( z \), then \( C \) has a linguistic value \( x' \)” is a rule that relates the linguistic value \( x \) to the linguistic values \( y \) and \( z \). In this case, the membership function \( f_x \) for the linguistic value \( x \) is given by:

\[
f_x = \text{and}(f_y, f_z)
\]

where \( f_y, f_z \) are membership functions for the linguistic values \( y, z \), respectively.

Fuzzy logic rules that define relations among peer linguistic values (linguistic values at the same level) are called preference rules. For example, “if \( A \) has a linguistic value \( w \), then \( y \) has a strong preference over \( z \)” is a preference rule that gives higher weight to the linguistic value \( y \) than to the linguistic value \( z \). If \( h \) is the membership function for *strong preference*, then it is assumed that the linguistic value \( y \) has a weight \( h \), and the linguistic value \( z \) has a weight \( 1 - h \). In this work, *preference* is viewed as a linguistic variable, the membership functions for various linguistic values of *preference* are implicitly derived from the membership functions of fuzzy predicates in the preference rules. For example, if \( f_w \) is the membership function of a fuzzy predicate (for example, *linguistic value* \( w \) in the above preference rule), then the membership function for *strong preference* can be given as \( \frac{1}{4} f_w + 0.5 \), and the membership function for *mild preference* can be defined as \( \frac{1}{4} f_w + 0.5 \). If no predicates are used, then linguistic values of *preference* have crisp values, e.g., *strong preference* may have a value 0.85, and *mild preference* may have a value 0.65. If no preference rules are given among peer criteria (objectives), then they are treated as having equal preference.

Rules and preference rules can be combined in the same structure. If in the example above, both the preference rule and the rule are applied, then the membership function \( f_x \) for the linguistic value \( x \) will be given as follows:

\[
f_x = \text{and}(hf_y, (1 - h)f_z)
\]

The hierarchical structure allows membership functions of linguistic values at a higher level to be defined by membership functions of linguistic values on a lower level. The membership functions of linguistic values at the lowest level have to be given explicitly either by analytical formula, or in table forms. If a membership function is given in a table form, then linear interpolation can be used to generate a continuous piecewise linear function. The parameters on which these lowest-level linguistic values depend are always explicitly specified. Some examples will be given in the following sections.

IV. THE FUZZY LOGIC DEVELOPMENT TOOL (FZDT)

The basic theory given in the previous section, is applied to build a Fuzzy Logic Development Tool (FZDT) for CAD designs. A graphical user interface for the FZDT is developed by utilizing the Tcl/Tk tool [7] and the C language in the X11 window environment. The FZDT allows users to graphically design and verify various fuzzy logic decision-making systems, and export the decision-maker in either a C code or in a binary code.

The top level interface is shown in Figure 5. Clicking either “NewProject” or “OpenProject” will generate a “Fuzzy Logic Project Development Environment”. The only difference between these two buttons is that the first button will generate an entirely new environment, and the second button will request from users an existing project.
path name and then will bring up the project for modification. Both choices generate the same working environment and menus. Figure 6 presents a development environment with a partially developed project. Multiple clicks on these buttons will generate multiple working environments.

A. Customization of membership functions

The membership function for each basic block (a linguistic variable) can be customized or modified. Clicking the button “OK” will bring up another window, that will ask users to select a way for setting up membership function (Figure 8). If either the button “AnalyticFormula” or the button “TableForm” is clicked, then a window shown in Figure 9 or Figure 10 will be provided for a user to enter an analytical formula in C language, or to enter the data in table form. A user can also define a membership function by drawing a graph. If users have clicked the button “Graph” in the window shown in Figure 8, then the window shown in Figure 11 is generated. Each circle in the graph represents a point on the curve and it is movable. More circles can be generated by clicking button “more circles” in this window. Such features allow users to construct a graph of almost any shape. Circles positioned above $y = 1$ or below $y = 0$ will be internally adjusted to have $y$ coordinates 1 or 0.

B. Verifications and export

Hierarchical fuzzy logic decision-makers designed by the FZDT tool provide verifications for possible errors and can convert decision-makers designed into either a C code or a binary codes.
V. Applications of FZDT

A. Application to standard cell placement tool development

The FZDT has been successfully applied to develop a standard cell placement tool GOPHER. The GOPHER uses a hierarchical placement strategy and it extensively uses various fuzzy logic decision-makers generated by FZDT at all levels. Effectiveness of GOPHER has been tested on 3 MCNC standard cell benchmark test cases (the only MCNC benchmarks with timing information). The basic characteristics of these benchmarks are given in the Table I. Testing the performance of a placer is difficult, because final layout depends also on quality of global and channel routers used by the layout system. After Physical Design Workshops [5], it became a standard procedure to provide the same combination of global and channel routers for competing placement algorithms. Such strategy allows to eliminate differences in quality of routing from consideration when placers are compared. We compared our placer with two well-known and available placers: OASIS (VPNR) and TimberWolf6.1. As for some previously conducted contests, global and channel routing for all placers is performed by OASIS global and channel routers. Table II presents best area results achieved by OASIS and TW6.1 placers in conjunction with OASIS or TW6.1 global routers, and OASIS channel router [1], [3], [5], [6]. Timing delay in this table comes from our own experiments with OASIS and TW6.1 packages. Table 3 lists results for the GOPHER placer with three different combinations of goals. When the set of rules emphasizing timing was selected, propagation delay (Table IIIA) with respect to OASIS and TW6.1 was reduced 36% in average, with accompanying area increasing by 4.5%.

When the set of rules emphasizing area was invoked, area produced was 3% smaller (Table IIIB) for all benchmarks compared to the best area achieved by OASIS and TW6.1, while timing delay was also reduced by 8% in average.

### Table I

<table>
<thead>
<tr>
<th>design name</th>
<th># of cells</th>
<th># of nets</th>
<th># of IOs</th>
</tr>
</thead>
<tbody>
<tr>
<td>Fract</td>
<td>125</td>
<td>163</td>
<td>24</td>
</tr>
<tr>
<td>Struct</td>
<td>1888</td>
<td>1920</td>
<td>64</td>
</tr>
<tr>
<td>Biomed</td>
<td>6417</td>
<td>7052</td>
<td>97</td>
</tr>
</tbody>
</table>

**Characteristics of benchmark test cases**

### Table II

<table>
<thead>
<tr>
<th>design name</th>
<th>Fract</th>
<th>Struct</th>
<th>Biomed</th>
</tr>
</thead>
<tbody>
<tr>
<td>prop delay</td>
<td>OASIS</td>
<td>TW6.1</td>
<td>OASIS</td>
</tr>
<tr>
<td>chip area</td>
<td>.53</td>
<td>.53</td>
<td>7.05</td>
</tr>
</tbody>
</table>

**Layout results by OASIS and TW6.1 after detailed routing**

### Table III

<table>
<thead>
<tr>
<th></th>
<th>A. Timing emphasized</th>
<th>B. Area emphasized</th>
<th>C. Balanced solution</th>
</tr>
</thead>
<tbody>
<tr>
<td>prop delay</td>
<td>.41</td>
<td>.81</td>
<td>.05</td>
</tr>
<tr>
<td>chip area</td>
<td>.56</td>
<td>.51</td>
<td>.61</td>
</tr>
<tr>
<td>number of rows</td>
<td>6</td>
<td>6</td>
<td>6</td>
</tr>
<tr>
<td>total wire length</td>
<td>51767</td>
<td>610257</td>
<td>6897361</td>
</tr>
<tr>
<td>total # of tracks</td>
<td>61</td>
<td>57</td>
<td>57</td>
</tr>
<tr>
<td>the longest row</td>
<td>766</td>
<td>721</td>
<td>3012</td>
</tr>
</tbody>
</table>

**Layout results by GOPHER**
When the set of rules emphasizing both area and timing was selected (Balanced solution), no increase in area with respect to the best OASIS or TW6.1 solutions was accompanied by propagation time reduction by 28% in average (Table IIIC).

Excellent results on area reported in [1] for GORDIAN/DOMINO placers were not included in comparison, because they were obtained with different set of routers than those used in our experiments [3]. No timing information for solutions corresponding to minimal area had been published for these solutions, and authors did not have an opportunity to generate this information.

Experiments with OASIS and the GOPHER placer were conducted on the HP-400t machines running DOMAIN OS. Comparison of execution time for OASIS and the GOPHER placers is given in Table IV.

<table>
<thead>
<tr>
<th>design name</th>
<th>OASIS</th>
<th>Fuzzy Logic</th>
</tr>
</thead>
<tbody>
<tr>
<td>Fract</td>
<td>6(sec)</td>
<td>2(sec)</td>
</tr>
<tr>
<td>Struct</td>
<td>7(min)</td>
<td>15(min)</td>
</tr>
<tr>
<td>Biomed</td>
<td>3.2(hr)</td>
<td>2.2(hr)</td>
</tr>
</tbody>
</table>

**TABLE IV**

**CPU run time for placers**

Comparison of running time with TW6.1 is not provided, because IRIS R-4000 Indigo was used to run TimberWolf6.1.

B. Application to circuit partitioning problem

The FZDT tool has also been applied to generate a fuzzy logic decision-maker for a circuit partitioning algorithm. This partitioning algorithm was tested on two types of graphs. These graphs were generated according to the standard procedures reported in [2]. The first type of graphs was called Random Graphs, and the second type Geometric Graphs. 10 test cases of each type of graphs have been generated. As a result, 20 test cases were used in the experiments. The last column of Table V shows results of application of fuzzy logic circuit partitioning algorithm to these test cases. Results for three other partitioning algorithms [9] to the same test cases are also included for comparison. The results of comparison are favorable for fuzzy logic algorithm.

**VI. Conclusion**

This work demonstrated that fuzzy logic can be successfully applied to decision-making in CAD tools. Efforts on development of fuzzy logic decision-making structure can be substantially eased by application of the tool described in this paper.
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